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About this document

The ElmerSolver Manual is part of the documentation of Elfiméte element software. EImerSolver Man-
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Chapter 1

Structure of the Solver Input File

1.1 Introduction

Solving partial differential equation (PDE) models witletsolver of EImer requires that a precise description
of the problem is given using the so-called solver input biliefly referred to as the sif file. This file contains
user-prepared input data which specify the location of nfigshand control the selection of physical models,
material parameters, boundary conditions, initial cand#, stopping tolerances for iterative solvers, etc. In
this chapter, the general structure of the file is describd.explain how the input data is organized into
different sections and describe the general keyword symfaigh is used in these sections to define the
values of various model parameters and to control the swiytiocedures.

In the case of simple problem setups the solver input file meawitten automatically by the prepro-
cessor of Elmer software, so that knowing the solver inpatfifrmat may be unnecessary. Creating a more
complicated setup, or using keywords introduced by the, ismvever, requires the knowledge of the file
format and keyword syntax.

In the following the general structure of the input file isfiteistrated by using simple examples, without
trying to explain all possibilities in an exhaustive mann@éfe then describe the keyword syntax in more
detail, showing also how model parameters whose valuesdepesolution fields can be created. The later
chapters of this manual, and ElImer Models Manual, which$eswon describing the PDE models Elmer can
handle, provide more detailed material on specific issumeETutorials also gives complete examples of
solver input files.

1.2 The sections of solver input file

The material of the solver input file is organized into diffiet sections. Each section is generally started
with a row containing the name of the section, followed by mbar of keyword commands, and ended with
a row containing the wor&nd. The names for starting new sections are

e Header
e Simulation

Constants

Body n

Material n

Body Force n

Equation n
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1. Structure of the Solver Input File 7

e Solver n
e Boundary Condition n
e Initial Condition n

Heren associated with the section name represents an integeifieleneeded for distinguishing between
sections of the same type. A basic keyword command includadection is nothing more than a statement
which sets the value of a keyword with an equal sign.

In the following we describe how the sections are basicaligrayed without trying to explain all possi-
bilities in an exhaustive manner. The later chapters ofrtranual and Elmer Models Manual provide more
detailed material on specific issues. Elmer Tutorials algesgcomplete examples of solver input files.

Header section

The location of mesh files is usually given in the header eactDften this is also the only declaration given
in the header section. If the ElImer mesh files (see Appendiar@)located in the directory ./mymesh, the
header section may simply be

Header
Mesh DB "." "mymesh"
End

Note that separate equations can nevertheless be discreting different meshes if the location of mesh
files is given in the solver section described below.

Simulation section

The simulation section is used for giving general informatihat is not specific to a particular PDE model
involved in the simulation. This information describes ttordinate system used, indicates whether the
problem is stationary or evolutionary, defines the file nafoesutputting, etc. Without trying to describe
many possibilities and the details of commands, we only tiedollowing simple example:

Simulation
Coordinate System = "Cartesian 1D"
Coordinate Mapping(3) = 1 2 3
Simulation Type = Steady State
Steady State Max lterations = 1
Output Intervals(1) = 1
Post File = "case.ep”
Output File = "case.dat"

End

Constants section

The constants section is used for defining certain physaratants. For example the gravity vector and the
Stefan-Boltzmann constant may be defined using the commands

Constants
Gravity(4) = 0 -1 0 9.82
Stefan Boltzmann = 5.67e-08
End

If the constants are not actually needed in the simulathig gection can also be left empty.
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1. Structure of the Solver Input File 8

Body, material, body force and initial condition sections

The Elmer mesh files contain information on how the compaiteti region is divided into parts referred
to as bodies. A body section associates each body with artiequset, material properties, body forces,
and initial conditions by referring to definitions given irspecified equation section, material section, body
force section, and initial condition section. To manage dahds, the different sections of the same type
are distinguished by integer identifiers that are parts efstaction names. Note that the integer in the body
section name is an identifier for the body itself.

For example, one may define

Body 1
Material = 1
Body Force = 1
Equation = 1
Initial Condition = 2
End

Material properties, body forces, an equation set, andalnionditions are then defined in the material
section

Material 1

End

the body force section

Body Force 1

End

the equation section

Equation 1

End

and the initial condition section

Initial Condition 2

End

What material properties and body forces need to be spediépdnds on the mathematical models involved
in the simulation, and the initial condition section useddwing initial values is only relevant in the so-
lution of evolutionary problems. We here omit the discussid these very model-dependent issues; after
reading this introductory chapter the reader should betall@derstand the related documentation given in
Elmer Models Manual, which focuses on describing the diffitimathematical models, while the contents
of equation section will be described next.

Equation and solver sections

Equation section provides us a way to associate each botlyanset of equation solvers. That is, if the
set defined consists of more than one equation solver, dgugyaical phenomena may be considered to
occur simultaneously over the same region of space. Indalidquation solvers are actually defined in
solver sections, the contents of an equation section beisigdlly a list of integer identifiers for finding the
solver sections that define the solvers. The keyword commagivén in the solver sections then control the
selection of physical models, linearization proceduresaflinear models, the selection of solution methods
for resulting linear equations, convergence tolerandes, e
For example, if only two solvers are needed, one may simpiyéa list of two solver identifiers
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1. Structure of the Solver Input File 9

Equation 1
Active Solvers(2) = 1 2
End

Then the solver definitions are read from the solver sections
Solver 1
End
and
Solver 2
End
Finally, we give an example of solver definitions, withowyiinig to explain the commands at this point:

Solver 1

Equation = "Poisson"

Variable = "Potential"

Variable DOFs = 1

Procedure = "Poisson" "PoissonSolver"

Linear System Solver = "Direct"

Steady State Convergence Tolerance = 1le-06
End

Boundary condition section

Boundary condition sections define the boundary conditfonshe different equations. The Elmer mesh
files contain information on how the boundaries of the bodiesdivided into parts distinguished by their
own boundary numbers. The keywofarget Boundaries is used to list the boundary numbers that
form the domain for imposing the boundary condition. Forrapée the declaration

Boundary Condition 1
Target Boundaries(2) = 1 2

End
means that the boundary condition definitions that followan the two parts having the boundary numbers
land 2.

Text outside sections

We finally note that some commands, such as comments staitedh& symbol ! and MATC expres-
sions described below, may also be placed outside sectiontibams. An exception of this type is also the
command

Check Keywords "Warn"

usually placed in the beginning of the input file. When thisnoeand is given, the solver outputs warning
messages if the input file contains keywords that are nadign the file of known keywords. If new
keywords are introduced, misleading warning messages eavdided by adding the new keywords to the
keyword fileSOLVER.KEYWORD®Bcated in the directory of the shared library files of El®@elver.
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1. Structure of the Solver Input File 10

1.3 Keyword syntax

As already illustrated, a basic keyword command used in theesinput file is a statement which sets the
value of a solution parameter with the equal sign. Such a canchin its full form also contains the data
type declaration; for example

Density = Real 1000.0
Valid data types generally are

e Real

Integer

Logical
e String
o File

If the keyword is listed in the keyword fiIEOLVER.KEYWORD®e data type declaration may be omitted.
Therefore, in the case of our example, we may also define

Density = 1000.0

The value of a keyword may also be an array of elements of Bpeédaata type, with the array size
definition associated with the keyword. We recall our pregi@xamples of the equation and boundary
condition sections, where we defined two lists of integensgithe commands

Active Solvers(2) = 1 2

and

Target Boundaries(2) = 1 2

Two-dimensional arrays are also possible and may be defged a

My Parameter Array(3,3) = Real 1 2 3 \
456 \
789

Defining parameters depending on field variables

Most solver parameters may depend on time, or on the fieldabls defined in the current simulation
run. Such dependencies can generally be created by meaabudért data, MATC functions, or Fortran
functions. MATC has the benefit of being an interpreted lawg) making an additional compilation step
with a compiler unnecessary.

Simple interpolating functions can be created by meanshofiéa data. The following example defines
the parametebensity the value of which depends on the variabkmperature

Density = Variable Temperature
Real
0 900
273 1000
300 1020
400 1000
End
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1. Structure of the Solver Input File 11

This means that the value @fensity is 900 whenTemperature is 0, and the following lines are
interpreted similarly. Elmer then uses linear interpalatio approximate the parameter for argument values
not given in the table. If the value of the independent vdeab outside the data set, the first or the last
interpolating function which can be created from the tatedavalues is used to extrapolate the value of the
parameter.

If the field variable has several independent componenth, asithe components of displacement vector,
the independent components may be used as arguments intifudefinition. For example, if a three-
component field variable is defined in a solver section udiegcommands

Variable = "Displ"
Variable DOFs = 3

then the solver of EImer knows, in addition to the three-comgnt vectoDispl , three scalar fieldBispl
1, Displ 2 andDispl 3 . These scalar fields may be used as independent variablasamepter defini-
tions, and used in the definitions of initial and boundaryditions, etc.

More complicated functions can be defined using MATC langudgere the basic usage of MATC in
connection with the solver input file is illustrated; for atiditional documentation, see a separate manual
for MATC. For example, one may define

Density = Variable Temperature
MATC "1000* (1-1.0e-4 =« (tx-273))"

This means that the paramefensity depends on the value @emperature as

p=po(1 —B(T —Top)), (1.1)

with pg = 1000, 3 = 10~* andT, = 273. Note that the value of the independent variable is knowtx as
in the MATC expression.

If the independent variable has more than one componenvatti@bletx will contain all the compo-
nents in valuesx(0) ,tx(1) ,...tx(n-1) , wheren is the number of the components of the independent
variable. A MATC expression may also take several scalanragnts; one may define, for example,

My Parameter = Variable Time, Displ 1
Real MATC ".."

The values of the scalar field$me andDispl 1 can then be referred in the associated MATC expression
by the name#x(0) andtx(1l) , respectively.

In addition to using MATC functions, Fortran 90 functionsyraso be used to create parameter defini-
tions, etc. In the same manner as MATC functions are used, ayed&fine

Density = Variable Temperature
Procedure "“filename" "proc"

In this case the file "filename" should contain a shareabléUsix) or .dIl (Windows) code for the user
function whose name is "proc". The call interface for thetFeor function is as follows

FUNCTION proc( Model, n, T ) RESULT(dens)
USE DefUtils)
IMPLICIT None
TYPE(Model_t) :: Model
INTEGER :: n
REAL(KIND=dp) :: T, dens

dens = 1000 * (1-1.0d-4(T-273.0d0))
END FUNCTION proc

The Model structure contains pointers to all informatiomatithe model, and may be used to obtain field
variable values, node coordinates, etc. The argument rimtlex of the node to be processed, and T is the
value of the independent variable at the node. The functionlsl finally return the value of the dependent
variable.

The independent variable can also be composed of seveegdémdient components. We may thus define
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Density = Variable Coordinate
Procedure "filename" "proc"

Now the argument T in the Fortran function interface showddlyeal array of three values, which give the
X,y and z coordinates of the current node.

Parameterized keyword commands

The solver input file also offers possibilities for creatipgrameterized commands that utilize MATC. In the
solver input file an expression following the symbol $ is gatig interpreted to be in MATC language. If
the solver input file contains the lines

$solvertype = “lterative"
$tol = 1.0e-6

then one may define, e.g.,

Solver 1

Linear System Solver = $solvertype

Linear System Convergence Tolerance = $tol
En.OII.
Solver 2
Linear System Solver = $solvertype
Linear System Convergence Tolerance = $100 * tol

End
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Chapter 2

Restart from existing solutions

Often, the user wants to restart a run. This may be eitherlgitopcontinue a - to what reason ever -
interrupted simulation, but also to read in values needieéein initial conditions or in boundary conditions.

2.1 Restartfile

Any output file given by the syntax
Output File String

can be used as a restart point for a new simulation. The liimitas, that the mesh, the previous case has
been run on is identical to the one the new run is performed lanparallel runs, additionally, also the
partitions of the mesh have to coincide.

The syntax for restarting then is given in tBamulation  section by declaring the restart file name as
well as theRestart Position

Simulation
Restart File = "previousrun.result"
Restart Position = 101

End

This would restart the current simulation from the timeétén level 101 of the previously stored result file
previousrun.result
Upon running the new simulation, a similar message in thedstad output of EImer should be seen:

LoadRestartFile:

LoadRestartFile: -------mmemmemmmmmmeeeeeeee e
LoadRestartFile: Reading data from file: previousrun.res ult
LoadRestartFile: ASCII 1

LoadRestartFile:

LoadRestartFile: Restart time = 100.0

LoadRestartFile: All done

LoadRestartFile: ------s-memmmmmmmmme e e
LoadRestartFile:

If the amount of stored time/iteration levels a priori is kabwn, the user can insert the syntax
Restart Position = 0

in order to make sure to reload the last stored time-/iteratével.

Result files from steady state simulations often contairtipialiteration steps (with only the last con-
taining the converged solution). Nevertheless, thesamtsts of solutions are - if reloaded - interpreted as
different time-levels. In this case the user might want tfirgea time being set for the restart, especially if
continuing with transient runs. This is done with the keyavor
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2. Restart from existing solutions 14

Restart Time Real

in order to manually set the time for the zeroth time-levetha new simulation.

2.2 Initialization of dependent variables

Initialization of variables and their boundary conditiomg default is done before reading in of previous
results. That has two main implications:

1. Values set in the sectidmitial Condition are overwritten by corresponding values of the
variable being loaded afterwards from the restart file

2. On other variables dependent values of variables withieitial- or boundary conditions are by default
not initiated with those values from the restart file

The latter can be influenced with two keyworéRestart Before Initial Conditions (default
False ) andlnitialize Dirichlet Condition (defaultTrue ).
Restart Before Initial Conditions = Logical True would first load the variables

from the restart file and then apply initial conditions to $hovariables that have not been set by the ear-
lier solution. This is necessary if one of the initial comalits is dependent on the earlier solution. By

default, first the initial conditions from the solver inpuefare set and thereafter the restart files (if existing)
is read.

Initialize Dirichlet Condition by default is set to true, which means that Dirichlet Con-
ditions are set before the simulation and thus also befageptrticular solver for that variable is being
executed. If now a boundary condition for one variable isedefent on the value of another, the first time
Dirichlet condition is set from the initial value of variadd - either set or read in from a restart file. If this is
not wanted, the user can switttitialize Dirichlet Condition = False which will set the
Dirichlet condition on the fly, during the execution of thethe variable attached solver.
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Chapter 3

Solution methods for linear systems

3.1 Introduction

Discretization and linearization of a system of partiafeliéntial equations generally leads to solving linear
systems
Az = b, (3.1)

where A andb are of orders: x n andn x 1, respectively. A specific feature of the coefficient matsix
resulting from the finite element discretization is thathetrix is sparse, i.e. only a few of the matrix entries
in each row differ from zero. In many applications the system also have a very large orderso that the
chief part of the computation time in performing the simidatis typically spent by solvers for the linear
systems.

Solution methods for linear systems fall into two large gatées: direct methods and iterative methods.
Direct methods determine the solution of the linear systeat#y up to a machine precision. They perform
in a robust manner leading to the solution after a predetethnumber of floating-point operations. Never-
theless, the drawback of direct methods is that they arerssiyein computation time and computer memory
requirements and therefore cannot be applied to the salofitinear systems of very large order. The ef-
ficient solution of large systems requires generally theafdeerative methods which work by generating
sequences of improving approximate solutions.

ElmerSolver provides access to both direct and iterativehows. The iterative methods available fall
into two main categories: preconditioned Krylov subspaeghmods and multilevel methods. Iteration meth-
ods that combine the ideas of these two approaches may alsonisgucted. Such methods may be very
efficient leading to a solution after a nearly optimal numtfesperation counts.

The development of efficient solution methods for lineartayss is still an active area of research, the
amount of literature on the topic being nowadays vast. Thedfithe following discussion is to provide
the user the basic knowledge of the solution methods availakEImerSolver. The detailed description of
methods is omitted. For a more comprehensive treatmengetier is referred to references mentioned.

3.2 Direct methods

A linear system may be solved in a robust way by using diredhods. There are two different options
for direct methods in ElmerSolver. The default method zeii the well-known LAPACK collection of
subroutines for band matrices. In practice, this solutiathrad can only be used for the solution of small
linear systems as the operation count for this method isador.

The other direct solver employs the Umfpack routines toesjvarse linear systemy [ Umfpack uses
the Unsymmetric MultiFrontal method. In practice it may Ibe tmost efficient method for solving 2D
problems as long as there is enough memory available.

It should be noted that the success of the direct solversispeery much on the bandwidth of the sparse
matrix. In 3D these routines therefore usually fail miséyab
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3. Solution methods for linear systems 16

Elmer may be also compiled withlumps SuperLU , andPardiso . The licensing scheme of these
softwares do not allow the distribution of precompiled liaa but every user may themselves compile a
version that includes these solvers. Many times the besaitinolver for a particular problem may be found
among these.

3.3 Preconditioned iteration methods

ElmerSolver contains a set of Krylov subspace methods ®it#rative solution of linear systems. These
methods may be applied to the solution large linear systernspid convergence generally requires the use
of preconditioning.

3.3.1 Krylov subspace methods

The Krylov subspace methods available in ElImerSolver are

e Conjugate Gradient (CG)

Conjugate Gradient Squared (CGS)

Biconjugate Gradient Stabilized (BiCGStab)
BiCGStab()

Transpose-Free Quasi-Minimal Residual (TFQMR)

Generalized Minimal Residual (GMRES)
e Generalized Conjugate Residual (GCR)

Both real and complex systems can be solved using thesdthlgsr For the detailed description of some
of these methods se8][and [4].

A definite answer to the question of what is the best iteratieihod for a particular case cannot be
given. In the following only some remarks on the applicaypitif the methods are made.

The CG method is an ideal solution algorithm for cases wharebefficient matrix4 is symmetric and
positive definite. The other methods may also be appliedsesahered is non-symmetric. It is noted that
the convergence of the CGS method may be irregular. The Bi@its&d TFQMR methods are expected
to give smoother convergence. In cases where BiCGStab adegonk well it may be advantageous to use
the BiCGStah() method, with¢ > 2 a parameter. Faster convergence in terms of iteration saquay be
expected for increasing values of the paramététowever, since more work is required to obtain the iterate
as/ increases, optimal performance in terms of computatiommakwnay be realized for quite a small value
of ¢. Starting with the valué = 2 is recommended.

The GMRES and GCR methods generate gradually improvingtésrthat satisfy an optimality condi-
tion. The optimality may however come with a significant cgiste the computational work and computer
memory requirements of these methods increase as the nuwhiberations grows. In practice these meth-
ods may be restarted after solution updates have been performed in order to avoid tbreasing work
and storage requirements. The resulting methods are eéféoras the GMRE%{) and GCR{n) meth-
ods. Here the choice of: has to be controlled by the user. It should be noted that theezgence of the
restarted algorithms may be considerably slower than thatlloversions. Unfortunately, general guidelines
for determining a reasonable value farcannot be given as this value is case-dependent.

The GCR method suits well to situations where the linearesoiy preconditioned by applying some
other iterative method such as a multigrid solver. When swedted iterations are employed, using the GCR
method as a linear solver is recommended.
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3.3.2 Preconditioning strategies

The performance of iteration methods depends greatly osghetrum of the coefficient matrit. The rate
at which an iteration method converges can often be imprbyeadansforming the original system into an
equivalent one that has more favorable spectral propefiigs transformation is called preconditioning and
a matrix which determines the transformation is called a@nelitioner.

In ElImerSolver preconditioning is done by transformidglj into the system

AM™1z =0, (3.2)

where the preconditioneY/ is an approximation tod andz is related to the solutiom by z = Mz. In
practice, the explicit construction of the inver&&~! is not needed, since only a subroutine that for a given
v returns a solutiom to the system

Mu = (3.3)

is required.

ElmerSolver provides several preconditioning strategiesese include Jacobi preconditioning and in-
complete factorization preconditioners. The preconditig step 8.3) may even be defined in terms of some
iteration method for the syster8.Q) with M = A. This possibility is considered in Secti@mw.3below.

The Jacobi preconditioner is simply based on takifigo be the diagonal ofl. More sophisticated pre-
conditioners may be created by computing incomplete Lbféxations ofA. The resulting preconditioners
are referred to as the ILU preconditioners. This approaghgythe preconditioner matrix/ in the form
M = LU whereL andU are lower and upper triangular with certain elements thigean the factorization
process ignored.

There are several ways to choose a set of matrix positiorisatieaallowed to be filled with nonzero
elements. ILU preconditioners of fill levéV referred to as the ILU(N) preconditioners are built so that
ILU(0) accepts nonzero elements in the positions in whidhas nonzero elements. ILU(1) allows nonzero
elements in the positions that are filled if the first step ofti€dan elimination is performed fot. ILU(2)
accepts fill in positions that are needed if the next step afsSian elimination is performed with ILU(1)
factorization, etc.

Another strategy is based on numerical tolerances. Thétiegpreconditioneris referredto as the ILUT
preconditioner. In the creation of this preconditioner €&aan elimination is performed so that elements of
a given row of the LU factorization are obtained but only edents whose absolute value (scaled by the norm
of all values of the row) is over a given threshold value areepted in the preconditioner matrix.

Obviously, the additional computation time that is spemrgating the preconditioner matrix and solving
systems of the type3(3) should be compensated by faster convergence. FindingtamalpLU precondi-
tioner for a particular case may require the use of trial amdre Start with ILU(0) and try to increase the
fill level N. As N increases, more and more elements in the incompleteakttofization of the coefficient
matrix are computed, so the preconditioner should in ppiedde better and the number of iterations needed
to obtain a solution should decrease. At the same time theamemsage grows rapidly and so does the time
spent in building the preconditioner matrix and in applythg preconditioner during iterations. The same
applies to the ILUT preconditioner with decreasing thrddhalue.

3.4 Multilevel methods

A class of iterative methods referred to as multilevel mdthprovides an efficient way to solve large linear
systems. For certain class of problems they perform negtiyrally, the operation count needed to obtain a
solution being nearly of order. Two different multilevel-method approaches are avadablElmerSolver,
namely the geometric multigrid (GMG) and algebraic muldgAMG).

3.4.1 Geometric multigrid

Given a meshr; for the finite element discretization of problem the geomeatmultigrid method utilizes
a set of coarser meshfg, k = 2,..., N, to solve the linear system arising from the discretizati@Qme
of the fundamental ideas underlying the method is based @d#wa of coarse grid correction. That is, a
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coarser grid is utilized to obtain an approximation to theoem the current approximate solution of the
linear system. The recursive application of this strateggdb us to multigrid methods.

To utilize different meshes multigrid methods require tlewelopment of methods for transferring vec-
tors between fine and coarse meshes. Projection operatoused to transfer vectors from a fine m&gh
to a coarse mesf#,; and will be denoted by, ™", while interpolation operatot&’, , transfer vectors from
a coarse mesh to a fine mesh.

The multigrid method is defined by the following recursivgaithm: GivenA, b and an initial guessg
for the solution of the systemxz = b seti = 1 and do the following steps:

1. If i = N, then solve the systemz = b by using the direct method and return.

2. Do pre-smoothing by applying some iterative algorithmaaiven number of times to obtain a new
approximate solutiof.

3. Perform coarse grid correction by starting a new appbeedf this algorithm withA = If“AI}H,
b= I (Ay —b),i =i+ 1 and the initial guess = 0.

4. Compute a new approximate solution by setting v + Iz‘i+1€

5. Do post-smoothing by applying some iterative algoritlome given number of times to obtain a new
approximate solutio.

6. If the solution has not yet converged, go to step 2.

In ElmerSolver one may choose the Jacobi, CG or BiCGStakrittignas the method for smoothing itera-
tions.

The full success of multigrid methods is based on the faderabmbination of the properties of ba-
sic iteration methods and methods for transferring vedbetsveen meshes. The smoothing iterations give
rapid convergence for oscillatory solution componentdevboarse grid correction entails an efficient solu-
tion method for smooth solution components. For a comprgikienntroduction to the geometric multigrid
method the reader is referred g

3.4.2 Algebraic multigrid

In many cases the geometric multigrid may not be applied imxave do not have the luxury of having
a set of appropriate hierarchical meshes. The alternagitlea algebraic multigrid (AMG) method which
uses only the matrixd to construct the projectors and the coarse level equatidiMG is best suited for
symmetric and positive semidefinite problems. For otheesypf problems the standard algorithm may fail.
For more information on AMG see referendg.|

The AMG method has two main phases. The set-up phase indluelescursive selection of the coarser
levels and definition of the transfer and coarse-grid opesafl he solution phase uses the resulting compo-
nents to perform a normal multigrid cycling until a desiredaracy is reached. The solution phase is similar
to that of the GMG.

Note that the AMG solvers in ElImerSolver are not fully matuifdey may provide good solutions for
some problems while desperately failing for others.

Classical Ruge-Stiiben algorithm

The coarsening is performed using a standard Ruge-Stilaesarong algorithm. The possible connections
are defined by the entries in the matrlx The variable is strongly coupled to another variabjéf

a;j < —c_max|a;s| OF ai; > ¢y max|akl, (3.4)

where0 < ¢_ < 1 and0 < ¢y < 1 are parameters. Typically. =~ 0.2 andc, ~ 0.5. Once the negative
(P~) and positive PT) strong couplings have been determined the variables widediinto coarse() and
fine (F") variables using the standard coarsening scheme.
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The interpolation matrix may be constructed using @&-splitting and the strong couplings of the
matrix. The interpolation of coarse nodes is simple as tleeyain unchanged. The interpolation of fine
nodes starts from the fact the smooth erranust roughly satisfy the conditiate = 0 or

ai;€; + Z aijje; = 0. (35)
JFi
By manipulation
ai;e; + Q4 Z aije; + B; Z ajje; = 0, (3.6)
jecnp; jecnp;t
where 5 5
o ot Qg
o = =% Y and 8 = _aERT 7Y (3.7)

ZJ’GCQPI i Z,jeCmP;r aij

The interpolation thus becomes

. _a.a,,/a.,’ jEP-77
l je;ﬂ o Y —Biazj/ai,  jE€ P

This is known adirect interpolation It may be modified by using also the stroignodes in the
interpolation. This means that in formuld.p) the following elimination is made for eaghe F' N P;

€; — — Z ajkek/ajj. (3.9)

keCNP;

This is known astandard interpolationIn practice it means that the number of nodes used in thepiote
lation is increased. This may be important to the qualityhef interpolation particularly if the number of
directC-neighbors is small.

After the interpolation weights have been computed the lestatoefficients may be truncated if they
are smallj.e, w; < ¢, max |wg|, wherec,, =~ 0.2. The other values must accordingly be increased so that
the sum of weights remains constant. The truncation is éiss@npreventing the filling of the coarse level
matrices.

Cluster multigrid

There is also an implementation of the agglomeration ortefusiultigrid method. It is a variant of the
algebraic multigrid method. In this method the componengsgeouped and the coarse-level matrices are
created simply by summing up the corresponding rows andhwodu In other words, the projection matrix
includes just ones and zeros.

The cluster multigrid method should be more robust for peatd where it is difficult to generate an
optimal projection matrix. However, for simple problemssitusually beaten by the standard Ruge-Stiiben
method.

3.4.3 Preconditioning by multilevel methods

Multilevel methods are iteration methods on their own beytlean also be applied as preconditioners for
the Krylov subspace methods. This preconditioning apgraacresponds to taking/ = A in (3.3) and
performing an inaccurate solution of the resulting systsmgimultilevel methods to obtain A rather mild
stopping criterion may be used in this connection. Pred@rdng by multilevel methods may lead to very
efficient solution methods for large linear systems. It iseddhat in connection with the preconditioning by
multilevel methods using the GCR method as a linear solveadsmmended.
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3.5 Keywords related to linear system solvers
The following keywords may be given in Solver section of tbiver input file (.sif file).

Linear System Solver String
Using this keyword the type of linear system solver is selécihis keyword may take the following
values:
e Direct
e lterative
e Multigrid

Herelterative andMultigrid refer to the Krylov and multilevel methods, respectively.

Linear System Direct Method String
If the value of theLinear System Solver keyword is set to b®irect , one may choose a band
matrix solver with the valu8anded or a sparse matrix solver with the valuenfpack , mumps
Pardiso orsuperlu ,. The defaultiBanded.

Linear System Iterative Method String
If the value of theLinear System Solver keyword is set to b#erative , one should choose
a Krylov method by setting the value of this keyword to be ohthe following alternatives:
e CG
e CGS
e BiCGStab
e BiCGStabl
e TFQOMR
e GMRES
e GCR

See also th#1G Smoother keyword.

Linear System GMRES Restart Integer [10]
The restart parametet for the GMRES{n) method may be given using this keyword.

Linear System GCR Restart Integer
The restart parameter for the GCR{n) method may be given using this keyword. The default option
is that restarting is not performed, i.e. the full GCR is used

BiCGstabl polynomial degree Integer
The parametef for the BiCGStab() method may be given. By default the minimal applicable galu
¢ =2is used.

Linear System Preconditioning String

A preconditioner for the Krylov methods may be declared hyirsg the value of this keyword to be
one of the following alternatives:

e None

e Diagonal

e ILUn , where the literah may take values 0,1,...,9.

o ILUT

e Multigrid

See also th!G Preconditioning keyword.
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Linear System ILUT Tolerance Real [0.0]
This keyword is used to define the value of the numerical &wiee for the ILUT preconditioner.

Linear System Convergence Tolerance Real [0.0]
This keyword is used to define a stopping criterion for thelwvymethods. The approximate solution
is considered to be accurate enough if the iterate satisfies

Az bl _
I

wheree is the value of this keyword. See alstG Tolerance .

Linear System Max Iterations Integer [0]
This keyword is used to define the maximum number of the itamatthe Krylov methods are permit-
ted to perform. If this limit is reached and the approximatieison does not satisfy the stopping crite-
rion, ElmerSolver either continues the run using the cura@proximate solution as the solution of the
system or aborts the run depending on the valueiméar System Abort Not Converged
keyword. See alsMG Max lIterations  keyword.

Linear System Abort Not Converged Logical [True]
If the value of this keyword is set to B&ue , EImerSolver aborts the run when the maximum number
of iterations the algorithm is permitted to perform is readland the approximate solution does not
satisfy the stopping criterion. Otherwise the run will bentioued using the current approximate
solution as the solution of the system (this may lead to tiesiht later steps of computation).

Linear System Residual Output Integer [1]
By default the iterative algorithms display the value of (eealed) residual norm after each iteration
step. Giving a value > 1 for this keyword may be used to display the residual norm aftigr every
n iterations. If the value 0 is given, the residual outputisatled.

Linear System Precondition Recompute Integer [1]
By default the EImerSolver computes the preconditionemnwdneew application of iterative algorithm
is started. If the value of this keyword is set to bethe preconditioner is computed only after
n successive subroutine calls for linear systems arisiogyfsame source. This may speed up the
solution procedure especially in cases where the coefficieirix does not change much between
successive subroutine calls. On the other hand if the caaffimatrix has changed significantly, the
preconditioner may not be efficient anymore.

Optimize Bandwidth Logical [True]
If the value of this keyword is set to bierue , the Cuthill-McKee bandwidth optimization scheme is
used to order the unknowns in such a way that band matriceésechandled efficiently. The bandwidth
optimization is recommended when the direct solver or inglete factorization preconditioners are
used.

The keywords beginning witMGare activated only if either theinear System Solver orLinear

System Preconditioning keyword has the valu®lultigrid . If a multigrid method is used as the
linear system solver, some keywords starting viitBmay be replaced by corresponding keywords starting
with phraseLinear System . It should be noted that in the case of a multigrid solverehamre some

limitations to what values the keywords starting with thegsteLinear System may take, see below.

MG Levels Integer [1]
This keyword is used to define the number of levels for the igwidt method.

MG Equal Split Logical [False]
A hierarchy of meshes utilized by the multigrid method maygbaerated automatically by setting the
value of this keyword to b&rue . The coarsest mesh must be supplied by the user and is d&lare
the usual way in the Header section of the solver input filee @ther meshes are obtained using an
equal division of the coarse mesh. The solution of the prabéll be sought for the finest mesh.
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MG Mesh Name File
A hierarchy of meshes utilized by the multigrid method mayshpplied by the user. A base name of
the mesh directories is declared using this keyword. Theasashmesh directories must be composed
of the base name appended with a level number such that ifathe fiame isngridmesh , the mesh
directories should have namegridmeshl , mgridmesh2 , etc. The meshes are numbered starting
from the coarsest mesh. In addition, the finest mesh must tlardd in the Header section of the

solver input file. It should be noted that th&5 Equal Split keyword must be set to bEalse
to enable the use of user-supplied meshes.

MG Max lIterations Integer [0]

If a multigrid method is used as a preconditioner for the Kwmethods, the value of this keyword
defines the maximum number of iterations the multigrid mdtlsoallowed to perform to solve the
preconditioning equatior3(3). Usually one or two iterations are sufficient. If a mult@jrinethod

is the linear system solver, the use of this keyword is sintdathat of theLinear System Max
Iterations keyword.

MG Convergence Tolerance Real [0.0]

If a multigrid method is used as a preconditioner for the Kwmethods, this keyword defines the
solution accuracy for the preconditioning equati8t8[. This keyword is not usually needed if tMG
Max lIterations keyword has a small value. If a multigrid method is the linsgstem solver,

the use of this keyword is similar to that of théear System Convergence Tolerance
keyword.

MG Smoother String
This keyword defines the algorithm for pre- and post-smawghilt may take one of the following
values:
e Jacobi
e CG
e BiCGStab

If the linear system solver is a multigrid method, thimear System lIterative Method

keyword may be used instead of this keyword, but only theetlalgorithms mentioned here can be
applied.

MG Pre Smoothing Iterations Integer [0]
This keyword defines the number of pre-smoothing iterations

MG Post Smoothing Iterations Integer [0]
This keyword defines the number of post-smoothing iteration

MG Preconditioning String
This keyword declares the preconditioner for the algoriththich is used in smoothing iterations. It
may take one of the following values:

e None

e ILUn , where the literah may take values 0,1,...,9.
o ILUT

Note that this keyword is not related to using multigrid negthas a preconditioner. It is also noted
that preconditioning the smoothing algorithms does notrstework well if a multigrid method is
used as a preconditioner for Krylov methods.

MG ILUT Tolearance Real [0.0]

This keyword defines the numerical tolerance for the ILUTcpraditioner in connection with smooth-
ing iterations.
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The keywords for the algebraic multigrid solver are in a &part the same as for the geometric multigrid.
There are however some keywords that are related only to AMG.

MG Lowest Linear Solver Limit Integer
This value gives a lower limit for the set of coarse nodesradteich the recursive multilevel routine
is terminated. A proper value might be around 100.

MG Recompute Projector Logical
This flag may be used to enforce recomputation of the projexdch time the algebraic multigrid
solveris called. The defaultzalse as usually the same projector is appropriate for all contprta.

MG Eliminate Dirichlet Logical
At the highest level the fixed nodes may all be set to be coamse their value is not affected by the
lower levels. The default irue

MG Eliminate Dirichlet Limit Real
Gives the maximum fraction of non-diagonal entries for adbitet node.

MG Smoother String
In addition to the selection for the GMG optigor (symmetric over relaxation) is possible.

MG SOR Relax String
The relaxation factor for the SOR method. The defaultis 1.

MG Strong Connection Limit Real
The coefficient_ in the coarsening scheme. Default is 0.25.

MG Positive Connection Limit Real
The coefficient. in the coarsening scheme. Default is 1.0.

MG Projection Limit Real
The coefficient,, in the truncation of the small weights. The defaultis 0.1.

MG Direct Interpolate Logical
Chooses between direct and standard interpolation. Tleutlé$False .

MG Direct Interpolate Limit Integer
The standard interpolation may also be applied to nodesarith a small number of coarse connec-
tion. This gives the smallest number of nodes for which dimgerpolation is used.

Finally, there are also some keywords related only to thsteling multigrid.

MG Cluster Size Integer
The desired choice of the cluster. Possible choices aré,3,3,.and zero which corresponds to the
maximum cluster.

MG Cluster Alpha Real
In the clustering algorithm the coarse level matrix is natiropl for getting the correct convergence.
Tuning this value between 1 and 2 may give better performance

MG Strong Connection Limit Real
This is used similarly as in the AMG method except it is redetie positive and negative connections
alike.

MG Strong Connection Minimum Integer

If the number of strong connections with the given limit isaler than this number then increase the
set of strong connection if available connections exist.
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3.6 Implementation issues

3.6.1 The sparse matrix storage

To be efficient, iteration methods require that a matrixteeproduct for sparse matrices is efficiently im-
plemented. A special storage scheme called the Compresse&®rage (CRS)J is used in ElImerSolver
to store only those matrix coefficients that differ from zero

The matrix structure is defined in modulgpes as:

TYPE Matrix_t
INTEGER :: NumberOfRows

REAL(KIND=dp), POINTER :: Values(:)
INTEGER, POINTER : Rows(:), Cols(:), Diag(:)

END TYPE Matrix_t

The matrix type has several additional fields, but the basiage scheme can be implemented using the
fields shown. The arrayalues is used to store the nonzero elements of the coefficient xadthie array
Cols contains the column numbers for the elements stored in ttay &alues , while the arrayRows
contains indices to elements that start new rows. In addiftow(n+1) gives the number of nonzero
matrix elements + 1. The arrddiag is used to store the indices of the diagonal elements.

For example, to go through the matrix row by row the followingp may be used

USE Types

TYPE(Matrix_t), POINTER :: A
REAL(KIND=dp):: val
INTEGER :: i, j, row, col

DO i=1, A % NumberOfRows

PRINT =, 'Diagonal element for row ', i, " is ', A % Values( A % Diag(i) )
DO j=A % Rows(i), A % Rows(i+1)-1
row = i

col = A % Cols())
val = A % Values())
PRINT =%, 'Matrix element at position:
END DO
END DO

, row,col, " is ’, val

3.6.2 Subroutine calls

Most of the functionality of the sparse linear system solekthe ElmerSolver is available by using the
function call

Norm = DefaultSolve().

The return valu&Norm is a norm of the solution vector.

Sometimes it may be convenient to modify the linear systeforbesolving it. A Fortran function which
performs this modification can be written by the user with tlagne of the function being declared in the
solver input file. For example, this technique may be usedtfmd a user-supplied linear system solver.

If the name of the user-supplied Fortran functiopiisc and it can be found in the file having the name
Filename |, the declaration

Before Linsolve File Filename proc
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in the solver input file has the effect that the function wil balled just before the default call of linear
system solver. The arguments the function can take are fixéduwee declared as

FUNCTION proc( Model, Solver, A, b, X, n, DOFs, Norm ) RESULT( stat)
USE SolverUtils
TYPE(Model_t) : Model
TYPE(Solver_t) :: Solver
TYPE(Matrix_t), POINTER :: A
REAL(KIND=dp) :: b(:), x(:), Norm
INTEGER :: n, DOFs, stat

END FUNCTION proc

Here the Model structure contains the whole definition of ¢lraer run. The Solver structure contains
information for the equation solver from which this linegistem originates. The coefficient matéxis in
CRS formatp is the right-hand side vector, adcontains the previous solution. The argumeris the
number of unknowns, andOFsis the number of unknowns at a single node.

If the return value from this function is zero, the (poss)htyodified linear system is solved after the
return. If the return value is 1, the linear system is assutodak already solved and the vectoshould
contain the result. It is noted that the user-supplied Bartunction may also call the default linear equation
solver within the function, i.e. one may write the subroataall

CALL SolveLinearSystem( A, b, x, Norm, DOFs, Solver )

HereA andb may be modified so that the linear system which is solved netbisnsame as the input system.
In a similar way the user may also supply a user-defined Foftraction which will be called just after
the solution of linear system. This is done using the detitara

After Linsolve File Filename proc

in the solver input file. The arguments of this function are #ame as for a function in the context of
Before Linsolve keyword.
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Chapter 4

Nonlinear System Options

4.1 Introduction

Numerical methods in linear algebra are usually intendedHe solution of linear problems. However,
there are many problems which are not linear in nature. Thdimearity may a intrinsic characteristics
of the equation, such as is the case with intertial forces@Navier-Stokes equation. The nonlinerity
might also a result of nonlinear material parameters thpedd on the solution. What ever the reason for
nonlinearity the equations in Elmer are always first lineadi to the form

Aui—1)u; = b(ui—1), (4.1)

wherei refers to the iteration cycle.

How the equations are linearized varies from solver toagotfor example, in the Navier-Stokes solver
there are tow different methods — the Picard linearizatiod the Newton linearization that may be used.
Also a hybrid scheme where the Picard type of scheme is sedttb the Newton kind of scheme when
certain criteria are met is available. Therefore this sectvill not deal with the particular linearization
technique of different solver but tries to give some lighttie generic keywords that are available. Some
keywords may also be defined in the Models Manual relatedticpéar solvers.

In multiphysical simulations there are also a number of kags related to the solution of coupled sys-
tems. Basically one may may define how many times a systenuatiens is solved repeatedly at maximum
and how what are the convergence criteria of the individakdess that must be met simulataneously.

4.2 Keywords related to solution of nonlinear systems

These keywords are located in the Solver section of eaclesdivequited at all.

Nonlinear System Convergence Measure String
The change of solution between two consecutive iteratioamg lpe estimated by a number of different
measures which are envoked by valuesm, solution  andresidual . The default way of

checking for convergence is to test the change of norm
6 = 2 [|ui| = |wi1|l/(Jus] + ui-1]). (4.2)

This measure is rather liberal since the norm of two sol&iomy be the same even though the
solutions would not. Therefore it is often desirable to l@khe norm of change,

0= 2x |u; — wi—1|/(Jui| + |ui—1])- (4.3)

The third choice is to use a backward norm of the residual evtfex old solution is used with the new
matrix.
0 = |Ax;_1 — b|/|b]. (4.4)
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In the current implementation this norm lags one step beanttitherefore always performs one extra
iteration.

Nonlinear System Norm Degree Integer
The choice of norms used in the evaluation of the convergemeasures is not self evident. The
default is theL2 norm. This keyword may be used to replace thislby norm where value: = 0
corresponds to the infinity (i.e. maximum) norm.

Nonlinear System Norm Dofs Integer
For vector valued field variables by default all componemnésiesed in the computation of the norm.
However, sometimes it may be desirable only to use some of thiéis keyword may be used to give
the number of components used in the evaluation. For exanmptee Navier-Stokes equations the
norm is only taken in respect to the velocity componentsevpiessure is omitted.

Nonlinear System Convergence Absolute Logical
This keyword may be used to enforce absolute convergencsuresarather than relative. The default
is False .

Nonlinear System Convergence Tolerance Real

This keyword gives a criterion to terminate the nonlinearation after the relative change of the norm
of the field variable between two consecutive iterationsiglsenough) < ¢, wheree is the value
given with this keyword.

Nonlinear System Max Iterations Integer
The maxmimum number of nonlinear iterations the solverlmngd to do.

Nonlinear System Newton After Iterations Integer
Change the nonlinear solver type to Newton iteration aftaumber of Picard iterations have been
performed. If a given convergence tolerance between twatites is met before the iteration count
is met, it will switch the iteration type instead. This agglionly to some few solvers (as the Navier-
Stokes) where different linearization strategies arelakés.

Nonlinear System Newton After Tolerance Real
Change the nonlinear solver type to Newton iteration, ifiilative change of the norm of the field
variable meets a tolerance criterion:
0 <€,

wheree is the value given with this keyword.

Nonlinear System Relaxation Factor Real
Giving this keyword triggers the use of relaxation in the lnoear equation solver. Using a factor
below unity is sometimes required to achive convergencéefrionlinear system. Typical values
range between 0.3 and unity. If one must use smaller valuethéorelaxation factor some other
methods to boost up the convergence might be needed to ieghnevconvergence. A factor above
unity might rarely speed up the convergence. Relaxed Varialdefined as follows:

u; = \u; + (1 - /\)ui,l,
where is the factor given with this keyword. The default value foe relaxation factor is unity.

Many of the keywords used to control thenlinear System  have a corresponding keyword for the
Steady State. Basically the operation is similar exceptéfierence value for the current solutionis the
last converged value of the nonlinear system before stpatimew loosely coupled iteration cycle. Otherwise
the explanations given above are valid.

Steady State Convergence Measure String
Steady State Norm Degree Integer
Steady State Norm Dofs Integer
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Steady State Convergence Tolerance Real
Steady State Relaxation Factor Real
Additionally these keywords are located in tBenulation  section of the command file.

Steady State Max lterations Integer
The maximum number of coupled system iterations. For stetatg analysis this means it litelarly,
for transient analysis this is the maximum number of iteradiwithin each timestep.

Steady State Min Iterations Integer
Sometimes the coupling is such that nontrivial solutiores @lotained only after some basic cycle
is repeated. Therefore the user may sometimes need to sethalsninimum number of iterations.
Sometimes the steady state loop is also used in a dirty wap spthe systematic procedures — for
example computing the capacitance matrix, or lumped elagtings. Then this value may be set to
an a priori known constant value.
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Chapter 5

Integration of time-dependent systems

5.1 Introduction

Solving time-dependent systems is becoming more and manencm in various branches of computational
science, as the computer resources grow steadily. EiImerSmlay be adapted to solve such systems. The
first order time derivatives may be discretizated by usirggftilowing methods:

e the Crank-Nicolson method
o the Backward Differences Formulae (BDF) of several orders

In the case of the first order BDF scheme adaptive time-stepgirategy may also be used.
The second order time derivatives are approximated by mitsiag the Bossak method or reformulating
the second order equations as equivalent systems of first ecgliations.

5.2 Time discretization strategies
Consider the numerical solution of the evolutionary fieldiaipn

99
= A
o TKe=1. (5.1)
where the differential operatd€ does not involve differentiation with respect to timend f is a given

function of spatial coordinates and time. The spatial @iszation of 6.1) leads to the algebraic equations
M2 ko F, (5.2)
ot
whereM, K andF result from the discretization of the identity operatoe tiperato/C and f, respectively.
The vector® contains the values of the unknown fielcat nodes.
The applications of the first three BDF methods to discrétiiae time derivative term irb(2) yield the
following systems:

1 . . 1 _
— M+ K)ot = pitl 4~ M@? 5.3
(At * ) A ’ (®-3)
1 2 ‘ 2 . 1 4 . 1_.

— M+ K)ot =2 4 M= — ! 4
(At T3 ) 3 Y (3 3 ’ ®4)

1 6 ‘ 6 . 1 8. 9 . 2 .
— M+ —K|oH = —Ftl 4 M= — 4 2 5.5
<At 1 ) 11 A <11 11 1 ’ (5.5)

whereAt is the time step and’ is the solution at time step Similarly, F* is the value ofF’ at time step.
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All the BDF methods are implicit in time and stable. The aegigs of the methods increase along with
the increasing order. The starting values for the BDF sclsemherdern > 1 are computed using the BDF
schemes of order, ..., n — 1 as starting procedures. It should be noted that the BDFetigations of order
n > 3 do not allow the use of variable time-step size. Adaptivestistepping strategy may also be used in
the case of the first order BDF scheme.

The adaptive time-stepping is accomplished by first soltiregsystem using a trial time step and then
using two time steps the lengths of which equal to the halhaf bf the trial time step and comparing the
results. If the difference between the results is found teldéciently small, the use of the trial time step is
accepted. Otherwise a new trial time step is defined by digidihe previous trial time step into two steps
of equal length and then the procedure is repeated. One nfaedme’s own criterion for determining
whether the use of the current time step is accepted. Theltlefaerion is that the norms of the solutions
to each system of field equations do not differ more than thergihreshold value.

The time discretization of the second order equation

9?® 0P
W‘FBE-FK(I):F (5.6)

using the Bossak method leads to the system

M

1

1— , . — . (1 -— .
( Sl B+K>@”1:F”1+M( @ pip Yy a)AZ>+

B(AL)? BAEL B(AL)? BAt 23 (5.7)
Y Y i B i .
b (3 1) v (1o ) )
where

VL =Vip At ((1—)A" +yAT)
i1 1 i1 gy L i R WY

ALt _75(At)2((1)+ (I)) ﬂAtV + <1 2ﬂ>A, (5.8)
ﬂzi(l—a)% 7:%—04.

In the following the matriced/ and B are referred to as the mass and damping matrix, respectively

5.3 Keywords related to time discretization

All the keywords related to the time discretization may beegiin Simulation section of the solver input file
(.sif file). A number of keywords may also be given in Solvertsm, so that each system of field equations
may be discretizated using independently chosen timgstgpnethod. If keywords are not given in the
Solver section, the values of the keywords are taken to b&etgiven in the Simulation section. It should
be noted that certain keywords such as those controllingtingber of time steps, time-step sizes etc. may
only be given in the Simulation section.

Timestepping Method String
This keyword is used to declare the time discretizatiortatyafor the first order equations. The value
of this keyword may be set to be eitH&DF” or "Crank-Nicolson” and may be given in either
Simulation section or Solver section of the solver input file

BDF Order Integer
This keyword is used to define the order of the BDF method angtaie values 1,...,5. This keyword
may be given in either Simulation section or Solver sectibthe solver input file.

Time Derivative Order Integer
If a second order equation is discretizated, this keywordtnine given the value 2 in the Solver
section of the solver input file. It should be noted that theose order time derivatives are always
discretizated using the Bossak method.
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Bossak Alpha Real [-0.05]
This keyword is used to define the value foim the Bossak method used in the time discretization of
second order equations. This keyword may be given in eitlreulation section or Solver section of
the solver input file.

Timestep Intervals Integer array
This keyword is used to define the number of time steps. It negrbay-valued so that different
time-step lengths may be used for different time intervatbe entire simulation. For example, if one
wishes to take first 50 time steps and then to use a differaet sitep length for the following 100 time
steps, one may define

Timestep Intervals(2) = 50 100

and use th@imestep Sizes keyword to define time-step lengths for the two sets of tirepst

Timestep Sizes Real array
This keyword is used to define the length of time step. If tHaevaf theTimestep Intervals
keyword is array-valued, the value of this keyword must éls@an array of the same size. For example,
if one has defined

Timestep Intervals(2) = 50 100
the declaration
Timestep Sizes(2) = 0.1 1.0

sets the time-step length for the first 50 time steps to berdXa@ the remaining 100 time steps 1.0.

Timestep Function Real
Instead of using th&imestep Sizes keyword the length of time step may be defined by using
this keyword. The value of this keyword is evaluated at thgito@ng of each time step. A variable
time-step length may conveniently be defined using a MAT Castren function.

Output Intervals Integer array
This keyword is used to define the time-step interval foriwgthe results on disk. As in the case of
theTimestep Sizes keyword the size of the value of this keyword must be compatisth that
of the Timestep Intervals keyword. The value at a step is saved if for the corresponding
output intervab mod(m-1,0)==0 . An exception is output interval equal to zero for which autis
not saved at all. However, the last step of the simulatiohways saved.

Lumped Mass Matrix Logical [false]
The use of a lumped mass matrix may be activated by settingallie of this keyword to b&rue in
the Solver section of solver input file. The default lumpiaglefined by

Zi Zj M;;

M = M; ==~

(22

(5.9)

The keywords related to the adaptive time-stepping may belygiven in the Simulation section of the
solver input file. When the adaptive time-stepping straiegysed, a set of trial time steps is defined using
the keywords introduced above. The adaptive procedurecisug®d for each of these trial steps. Note that
the adaptive time-stepping is possible only in the caseefitht order BDF scheme.

Adaptive Timestepping Logical [false]
The value of this keyword must be set tobeie if the adaptive time integration is to be used.

Adaptive Time Error Real
This keyword is used to define the threshold value for thedh for determining whether the use of
the current time step is accepted.
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Adaptive Error Measure Real
Using this keyword one may define one’s own measure for etiafyahe difference between the
computed results. This measure and the threshold valuehvidgiven using thé&daptive Time
Error keyword, may be used to define a user-defined criterion f@rdehing whether the use of the
current time step is accepted. The value ofAlgaptive Error Measure keyword is evaluated
twice for each trial time step. For the first time the valueha keyword is evaluated after the system
is solved using the trial time step. The second time is afterstystem is solved using two time steps
the lengths of which equal to the half of that of the trial tistep. The absolute value of the relative
difference between these two values is compared to thehbictvalue given by the\daptive
Time Error keyword to determine whether the use of the current time istepcepted. If several
systems of field equations are solved, all the solutions saify the similar criterion. If this keyword
is not used, the default criterion is based on comparing tiima of the solution fields.

Adaptive Min Timestep Real
Using this keyword one can limit the subsequent divisiorhefttial time steps by giving the minimum
time-step length which is allowed.

Adaptive Keep Smallest Integer [1]
By default the adaptive scheme tries to double the lengthefine step after the acceptable time
step is found. If a value > 1 is given for this keyword, the adaptive scheme tries to iasesthe step
length after taking n steps which are at most as long as tpdestgth accepted.

5.4 On the treatment of time derivatives in EImer Solver code

In the following a number of issues that may be useful if ongriting a code to solve one’s own application
are explained.

By default EImer Solver does not generate or use global madamping matrices in the solution of
time-dependent systems. Mass and damping matrices neecctmiputed only element-wise, as the linear
system resulting from the time discretization, such &8)( is first formed element-wise and this local
contribution is later assembled to the global system. Inctee of the first order equatiob.p) the local
linear system may be formed by using the subroutine call

CALL DefaultlstOrderTime( M, K, F ),

whereM is the element mass matrik is the element stiffness matrix adis the element force vector. In
a similar manner, in the case of the second order equai@®hdne may use the subroutine call

CALL Default2ndOrderTime( M, B, K, F ),

whereB is the element damping matrix.

Note that these subroutines must also be called for the loe#dices and vectors that result from the
discretization of neumann and newton boundary condititinttie boundary conditions do not contain any
time derivatives, thé/ and B matrices should be set to be zero before calling the abovestibes.

If the global mass matrix is required, it may be generateddiggithe subroutine call

CALL DefaultUpdateMass( M )
Similarly, the global damping matrix may be generated bypashe subroutine call
CALL DefaultUpdateDamp( B ).

Global mass (and possibly damping) matrices are requiogagxample, in the solution of eigenvalue prob-
lems. One may also implement one’s own time-stepping scladitine global level using these matrices.
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Chapter 6

Solving eigenvalue problems

6.1 Introduction

Eigenvalue problems form an important class of numericabfams, especially in the field of structural
analysis. Also some other application fields may have eigleieproblems, such as those in density func-
tional theory. This manual, however, introduces eigervalmputation in Elmer using terminology from
elasticity.

Several different eigenvalue problems can be formulatedlasticity. These include the “standard”
generalized eigenvalue problems, problems with geomstifitess or with damping, as well as stability
(buckling) analysis. All of the aforementioned problema && solved with Elmer. The eigenproblems can
be solved using direct, iterative or multigrid solution imed's.

6.2 Theory

The steady-state equation for elastic deformation of satidy be written as
~V-7=71, (6.1)

wherer is the stress tensor. When considering eigen frequencysiaathe force ternfis replaced by the
inertia term,

o
T = pwa

v (6.2)

wherep is the density.
The displacement can now be assumed to oscillate harmiynicitth the eigen frequency in a form
defined by the eigenvectdr Inserting this into the above equation yields

=

—V-7(d) = —w?pd, (6.3)

or in discretized form
Ku=—w?Mu, (6.4)

where K is the stiffness matrix)/ is the mass matrix, and is a vector containing the values dfat
discretization points. The equatiémis called the generalized eigenproblem.

Including the effects of pre-stresses into the eigenprobtequite straightforward. Let us assume that
there is a given tension field in the solid. The tension is included by an extra term in tleady-state
equation

—V-7-V-(cVu) = f. (6.5)

The pre-stress term includes a componggtto the stiffness matrix of the problem and thus the eigerealu
equation including pre-stresses is
(K + Kg)u = —w*Mu. (6.6)
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The pre-stress in EImer may be a known pre-tension, due trredtloading or due to thermal stress,
for example. The stress tensor containing the pre-stresgefirst computed by a steady-state analysis and
after that the eigenvalue problem is solved. It should bedttough that the eigenvalue problem in a pre-
stressed state is solved using first order linearizationchvimeans that the eigenvalues are solved about the
non-displaced state. If the pre-loading influences larderdetions the eigenvalues are not accurate.

The eigenvalue problem with pre-stresses may be used tg 8tadtability of the system. Some initial
loading is defined and a pre-stress tens@ computed. This tensor is then multiplied by a test scaldrhe
critical load for stability, or buckling, is found by settirthe force on the right hand side of the equatos
equal to zero. The problem then is to soivéom

Ku=—-\Kgu, (6.7)

which again is formally an eigenvalue problem for the testapeeter. The critical loading is found by
multiplying the given test load with the value &f In other words, ifA > 1 the loading is unstable.

6.2.1 Damped eigenvalue problem

Finally, let us consider the damped eigenproblem, alsedajuadratic eigenvalue problem. In this case
there is a force component proportional to the first timedgive of the displacement in addition to the
inertia term od o2

_V'T:_(SE_F/)W’
whered is a damping coefficient. The problem is transformed into aarsuitable form for numerical
solution by using a new variabié defined ag’ = ‘g—f. This yields

(6.8)

=1
—V-T:—&_fl—l—p%—i. (6.9)

Working out the time derivatives and moving into the matoxr, the equation may be written as

Ku=—Dv+iwMuv, (6.10)

(3 0)(0)-(h L)) e

where: is the imaginary unitD is the damping matrix, and a vector containing the values &f at the
discretization points. Now the damped eigenproblem issfiamed into a generalized eigenproblem for
complex eigenvalues.

Finally, to improve the numerical behavior of the dampedeoblem, a scaling constasnis intro-
duced into the definition?’ = s%. In the matrix equatior®.11 this influences only the identity matrix
blocksI to be replaced by/. Good results for numerical calculations are found when

or,

s = ||M||oo = max |M;;|. (6.12)

6.3 Keywords related to eigenvalue problems

An eigenvalue analysis in Elmer is set up just as the corredipg steady-state elasticity analysis. An
eigenvalue analysis is then defined by a few additional kegsvon the Solver section of the sif file. The
solver in question can be linear elasticity solver calle@&t Analysis, linear plate elasticity solver, or even
nonlinear elasticity solver, though the eigen analysisfigourse, linear.

Many of the standard equation solver keywords affect alsaeigen analysis.g. the values given for
Linear System Solver and Linear System lIterative Methodaisecof an iterative solver. More information
about these settings is given in this Manual under the chapteerning linear system solvers. The specific
keywords for eigen analysis are listed below
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Eigen Analysis Logical
Instructs Elmer to use eigensystem solvers. Must be setu® ifirall eigenvalue problems.

Eigen System Values Integer
Determines the number of eigen values and eigen vectorsuaahp

Eigen System Select String
This keyword allows the user to select, which eigenvaluesamputed. The allowable choices are

Smallest Magnitude
Largest Magnitude

Smallest Real Part

Largest Real Part
Smallest Imag Part
Largest Imag Part

Smallest magnitude is the default.

Eigen System Convergence Tolerance Real
The convergence tolerance for iterative eigensystem solMee default is 100 times Linear System
Convergence Tolerance.

Eigen System Max lIterations Integer
The number of iterations for iterative eigensystem solVée default is 300.

Eigen System Complex Logical
Should be given value True if the eigen system is complexthe system matrices are complex. Not
to be given in damped eigen value analysis.

Geometric Stiffness Logical
Defines geometric stiffness (pre-stress) to be taken intowad in eigen analysis. This feature is only
available with linear bulk elasticity solver.

Stability Analysis Logical
Defines stability analysis. This feature is only availabléhiinear bulk elasticity solver.

Eigen System Damped Logical
Defines a damped eigen analysis. Damped eigen analysidletdsa@nly when using iterative solver.

Eigen System Use Identity Logical

If True defines the relation displacement and its derivatiMee s’ = sg—f. The other possibility is to
useMwv = iwMu. The defaultis True.

6.4 Constructing matrices M and D in Solver code

In eigen analysis the mass matrix and the damping matri© have to be separately constructed. Usually
in EImer the different matrices are summed into a single ixatructure, since the final linear equation is
of the form Ax = b, and there is no need for separate values of the mass mattitharstiffness matrix.

The matrix is represented in Elmer using compressed rovageofCRS) format, as explained in chapter
about Linear system solvers. The matrix structure holdsastors for the values of the mass and damping
matrices

TYPE Matrix_t
REAL(KIND=dp), POINTER :: MassValues(:), DampValues(:)

END TYPE Matrix_t
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These arrays use the saRewsandCols tables than the norm#alues array.

The mass and damping matrices are constructed elementvasgmilar manner as the stiffness matrix.
After each element the local contributions are updatedécetifuation matrices by the following subroutine
calls

CALL DefaultUpdateEquations( STIFF, FORCE )

IF ( Solver % NOFEigenValues > 0 ) THEN
CALL DefaultUpdateMass( MASS )
CALL DefaultUpdateDamp( DAMP )

END IF

In this segment of code the variabl83IFF , MASS DAMPand FORCEstore the local values of the
stiffness matrix, the mass matrix, the damping matrix, dedright hand side of the equation, respectively.
The integeNOFEigenValues if the Solver data structure gives the number of eigen values requested.
Here it is used as an indicator of whether the mass and dampmatigces need to be constructed.

The eigenvalues and eigenvectors are stored in the a8@ysr % Variable % EigenValues
andSolver % Variable % EigenVectors ,

TYPE Variable t

COMPLEX(KIND=dp), POINTER :: EigenValues(:)
COMPLEX(KIND=dp), POINTER :: EigenVectors(:,:)

END TYPE Matrix_t

and the eigenvector corresponding to the eigenvaiséound inSolver % Variable % EigenVectors(i,:)
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Chapter 7

Generic solver utilities

When the solvers use the default procedure for solving tfierdntial equations there are a number of
generic features that may be used with any equation. Thistehdescribes these features.

7.1 Solver activation

There is a large number of different ways how solvers needetadiivated and deactivated. Mostly there
needs are related to different kinds of multiphysical cougpschemes. In thBolver section one may give
the following keywords.

Exec Solver String
The options areever, always, before timestep, after timestep, bofore all ,
after all, before saving, after saving . If nothing else is specified the solver i
called every time in its order of appearance. The savingircst refers to the one defined Gutput
Intervals and used to save the results.

Exec Interval Integer
This keyword gives an interval at which the solver is actiékeother intervals the solver is not used.

7.2 Variable names

The variable name is presented in B@lver section by keywor&/ariable , for example
Variable = Varname

This name is used when setting Dirichlet conditions anddihitonditions. Also the name is used as a basis
for other features appending it with suffixes suchLaad, Condition andPassive , described later in
this chapter.

Sometimes one wants to give rename the components of theugrivariable. This may be done in
defining the component names in the brackets, for example.

Variable = Flow[Velo:2 Pres:1]

Decleares that variablow consists ofVelo with two components anflres with one component. If the
number of components is 2 or 3 the variable will be treatedactor in the EImerPost files.
If one does not require output for a given variable one mayededt with the-nooutput  option e.g.

Variable = -nooutput Dummy

If one wants to decleare the number of dofs of the variable@agalso use thelofs option to define
the number of components in a variable e.g.

Variable = -dofs 3 Flow
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By default variables are assumed to be field variables. Hewdéhey may also be scalars which have
globally the same value. These variables may also be intexiwith the-global  option e.g.

Variable = -global Frequency

After defining a global variable it may be used similarititme in giving dependencies.
These different options should not be fully mixed.

7.3 |dxExported variables

Each solver that has a primary variable (defined byMhgable  keyword) may also have exported vari-
ables. This is active at the same nodes as the primary vayiabtl may have the same optional arguments.
The intent of exported variables is to enable automaticcation and treatment of additional data that may
usually be derived from the primary fields.

Solver solver id

Exported Variable i Varname
A name for an additional veriable computed by the solver, 253, . . ..

7.4 Dirichlet conditions

In finite element method there are two kinds of boundary cibm. The natural boundary condition that
may be set by only affecting the r.h.s. of the equation ane#isential boundary conditions where also the
matrix needs to be tampered. The latter ones are also call&zhlet boundary conditions. The natural
boundary conditions are often more problem specific so teeiggdirected to the Models Manual for more
details on them.

Technically the Dirichlet conditions in EImerSolver ar¢ g@ough manipulating only the values in the
matrix rather than its structure. To be more specific, inisgtthe degree of freedom with indéxhei:th
row of the matrix is set zero, except for the diagonal whickasto be unity. When also the r.h.s. of the
equation is set to the desired value, the solution will §attse Dirichlet condition. The Dirichlet conditions
may be set to existing boundary elements. Additionallydbitet conditions may be set for set of nodes that
are created on-the-fly.

Usually the Dirichlet conditions are given at objects whitve a lower dimension than the leading
dimension in the geometry, i.e. for 3D problems values atealls fixed only at 2D faces. However, it is
possible also to set the conditions for the bodies also. iilaig be particularly useful when the condition is
only conditional.

There is a handicap with this procedure which is that the sgimyrof the original matrix will be lost.
This may affect the performance of linear system solverseriure to symmetricity of the matrix equation
there are two remedies. Also the column may be zeroed andntherkvalues may be subtracted from the
r.h.s. The second option is to eliminate all the rows androolsirelated to the known values. This reduces
the size of the matrix but of has an additional cost as a seagmdatrix is created and the values are copied
into it.

Sometimes the Dirichlet conditions should depend on othgables in a way which defined whether or
not to set the conditions at all. For example, the tempegatia boundary should be defined only if the flow
is inside the boundary. For outflow the definition of the terapgre is not physically justified. For this kind
of purposes the user may give a condition that is a variabitsédf. If this variable is positive the Dirichlet
condition is applied,

Boundary Condition bc id

Target Boundaries(n) Integer
The set of boundaries for which the Dirichlet conditionsl\wé applied on.

Target Nodes(n) Integer
Sets point conditions on-the-fly. These points refer to th&tute indexing of the nodes.
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Target Coordinates(n,DIM) Real
Ccoordinate values which are transformed into nodal indereresponding to the nearest nodes
at the time of first call. Target groups defined Dgrget Boundaries |, Target Nodes
andTarget Coordinates should not reside in the same boundary condition definition.

Varname Real
Each variable which has an equation that is solved for, magdbéy giving its value at the
boundary conditions section. If the variables are notdistethe keyword listing the user shoul
also define the type which Real .

Varname i  Real
For multicomponent fields the Dirichlet condition may betsetach field separately.

Varname Condition Real
The Dirichlet condition related to the variable is set aetnly if the condition is positive.

The Dirichlet conditions for bodies. It is also possible ¢b the values of exported variable here with
exactly same logic.

Body Force body force id

Varname Real
The setting of Dirichlet conditions for the whole body falle the same logic as for the bound-
aries. When the body force is assigned to a body the valuébeviixed as defined.

Varname Condition Real
The conditional Dirichlet condition may also be given fordes.

These may be use in conjunction with the Dirichlet condiitmaffect the setup of the matrix equa-
tion.

Solver solver id

Linear System Symmetric Logical True
Make the matrix symmetric by eliminating the known valu@sirthe r.h.s and zeroing the matrix

entries.

Before Linsolve "EliminateDirichlet" "EliminateDirichlet"
Creates a secondary matrix with a reduced size by elimigd&inichlet conditions and passing
this to the linear system solver.

7.5 Periodic conditions

Periodic BCs may be considered to be a special case of Datichhditions where the fixed value is given as
linear combination of other unknown values. The periodiarmtary conditions in Elmer are very flexible.
In fact they may even be antiperiodic.

Boundary Condition bc id

Periodic BC Integer
This refers to the counterpart of the periodic boundary @ This means that periodic

boundaries come in pairs, and for the other boundary you oeéd to give pointer to.

Periodic BC Explicit Logical
Sometimes the implicit periodic BCs (the default) leadsdovergence problems, also it com-
plicates the matrix structure by adding additional conioest Then the explicit type of periodic
conditions may be a good alternative. Note that it requiessiiion even for a linear operator.

Periodic BC Translate(3) Real
The periodic boundary is mapped to the other boundary bttiifeerent operations: translation,
rotatition and scaling. This generality is not usually neegtdnd therefore default value is used.
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For the translation vector the default is the vector thatismed when moving in the normal
direction of the first boundary until the target boundaryiis H this is not desired the user may
give another translation vector using this keyword.

Periodic BC Rotate(3) Real
By default no rotation is performed prior to the mapping oless. This keyword may be used
to give the angles of rotation.

Periodic BC Scale(3) Real
By default there is no scaling performed prior to the mappihgalues. This keyword may be
used to give a scaling vector if this is desired.

Periodic BC Variable Logical True
The user should define the variables that are to be periodiatinre. This is done by attaching
their names into logical expressions following the stritgyiodic BC

Anti Periodic BC Variable Integer
The variable may be also antiperiodic i.e. the absoluteevalthe same but the sign is different.
Then this should be used instead.

7.6 Setting nodal loads

Similarly to the Dirichlet values one may also set nodal biel. entries for the r.h.s. of the matrix equation.
Generally there are good reasons to avoid the use of nodds las they are mesh dependent. There are,
however, some uses also for setting nodal loads. For exampiaultiphysical couplings sometimes it may
be a good solution to transfer the forces directly in nodaifas this is the most accurate way to compute
the forces resulting from the discrete system.

Body Force bf id

Varname Load Real
Sets the given value to the r.h.s. of the matrix equatioriedlto the solution of the variable. Note
that this value is a nodal quantity. The nodal loads are givettly as the Dirichlet conditions
except that a stringoad is attached to the name of the variable.

7.7 Computing nodal loads

It is possible to evaluate the nodal loads after the solusotomputed. This however, requires that the
original matrix A, that has not been eliminated for Dirichlet conditions isezshvThen the the nodal forces
may be computed from

f=Aqr —b. (7.1)

It should be noted that the nodal value is mesh dependenthéairequation it will be in Watts and for
electrostatic equation in Coulombs, for example.

Solver solver id

Calculate Loads Logical True
This keyword activates the computation of nodal loads. Tseilting values will be saved to
variable which is derived from the primary variable by adglihe suffixLoads to it.

7.8 Energy norm

When the initial matrix is known an energy norm may be comgute
E =zT Apz. (7.2)

Solver solver id
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Calculate Energy Norm Logical True
Activates the computation of the energy norm. The result bél saved to th&imulation
block with namees: VarName Energy Norm which may further be saved IS8aveScalars
The energy norm may only be computed when also the loads arputed.

7.9 Computing nodal weights

The nodal weights often give the best approximation of bampéluxes, for example. However, they are in
cumbersome units as the nodal loads depend very much on gtange It would be more ideal to transfer

the loads into distributed fields. To this aim there is a gmbsi to compute just the nodal weigts associated
to a finite element mesh and its standard integration sch&ime sum of all weights should be the volume
(or area) of the domain occupied by the elements.

Solver solver id

Calculate Weights Logical True
This keyword activates the computation of nodal weights.

7.10 Active and passive elements

In Elmer it is possible to define certain areas of the modeksmhgetry passive during the solution. This
feature allows also deactivating and reactivating of tleenants. An element being passive means that its
contribution is not included into the global matrix equatidOne could, for example, model two separate
bodies heated with different heating power, and connechtéh a third structure only after suitable time
has elapsed. This all could be modeled within a single sitiana

The geometry of the whole system is meshed as usual, and $s@&lements are only omitted from
the equations. The passive definition is done solverwiseedementwise. The former means that, eg.,
the temperature may be passive and the displacements attive same element. The passive property of
elements is defined with a real valued parameter with the ramstructed from the name of the variable
followed byPassive intheBody Force section. When the parameter obtains a value greater than zer
the element is passive.

Body Force body force id

Varname Passive Real
If this variable obtains a positive value the element is sajyve and assembled for. Note that it
is not possible to control components of vector valued e separately.
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Chapter 8

Adaptive Solution

8.1 Introduction

A posteriori error analysis and adaptive mesh refinememaweadays standard tools in finite element anal-
ysis when cracks, boundary layers, corner singularitibeck waves, and other irregularities are present.
A posteriori error indicators can be used to reveal flaws iitdirlement discretizations and well designed
adaptive mesh refinemenets can reduce the computationaldrastically.

8.2 Theory

Let us consider equilibrium equations of the form
—V-.qg=finQ, (8.1)
g-n=gonl, (8.2)

whereq is either a flux vector or a second order stress teri3@s,a computational domaii, is a boundary
part, f is an external source or body forggeis an external flux or traction andis the unit outward normal
to the boundary.

Most symmetric steady state problems described in the moaelual of Elmer [] fit in the above
framework of equilibrium equations. To fix ideas, suppos& this the heat flux satisfying Fourier’s law
q = —kVT,whereT is the temperature aridis the heat conductivity of the material. We could also think
of ¢ as the stress tensor of linear elasticity. In this case Hedkw states that = £ : ¢, wheref is
the fourth order tensor of elastic coefficienis= symm(Vu) is the linearized strain tensor andis the
displacement vector.

8.2.1 A posteriori estimate

Let us denote the finite element approximatiom &y ¢, and measure the errgr— ¢, as

ERROR = / lg — gn|? dQ (8.3)
Q

Our primary goal is to ensure the accuracy of the solutiomiyydsing the condition
ERROR <TOLERANCE (8.4)

whereTOLERANCE > 0 is an error tolerance prescribed by the user.
In practise, the goal must be replaced by a stronger comditio

ESTIMATE <TOLERANCE (8.5)
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whereESTIM AT E is a computable functional (of all available data) satisfyi
ERROR < ESTIMATE (8.6)

Then, if 8.5) holds, 8.4) is satisfied and the quality of the numerical solution isrgageed.
In Elmer the a posteriori estimat8.f) is computed from local residuals of the finite element sofuas

a weighted sum over the elements,
ESTIMATE = | n%, (8.7)
E

whereng is the local error indicator for an individual elemefit

= aEh%/ IV qu+ a0
E

=+ 6E' Z he/‘[[qll'ne]]e|2 ar (88)
ein Q €

+ e Z he/‘%-ne—gfdl“
eon I’ €

Hereap, B, and~g, are local positive constants. The values of these corsstieiend, among other
things, on the problem to be solved, and must be estimatedutigrcase by case [].

The first sum in 8.8) is taken over all edgesof E inside the computational domain, the second sum is
taken over all edges on the boundary dar{-]. is the jump in(-) acrosse, andn, is a unit normal to the
edge.hg is the size of the element ad is the size of the edge.

The first term on the right-hand-side @&.8 measures the local residual of the finite element solution
with respect to the equilibrium equatio8.{). The second term measures the discontinuity in the nualeric
flux inside2 and the third term the residual with respect to the boundeaylition 8.2).

8.2.2 Adaptivity

The secondary goal of our numerical computations is to findlati®n satisfying 8.4) as efficienciently as
possible. A nearly optimal solution strategy is obtainedulifizing the property (here we need to impose
some minor restrictions ofi andg, see [])

LOCAL ERROR > ng (8.9)

where
LOCAL ERROR = / lg — qn|? dQ (8.10)
E
The estimate suggests that the error in the numerical solghould be reduced efficiently if the mesh is
refined locally where the indicators; are large. Naturally, we can think of coarsening the meshreviiee
values of the indicators are small.

The adaptive mesh refinement strategy of Elmer is based dadhkestimate&.9) and on the following
additional assumptions and heuristic optimality condisio

e The local error behaves as
ng = Cphh? (8.11)

for some constant§'y andpg.

e In the optimal mesh the error is uniformly distributed ovee elements:

e = TOLERANCE/NelementS (812)
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The constant§'r, andpg in (8.11) can be solved locally for each element if the local erroid e local
mesh sizes are known from at least two different solutiortse $econd rule8.12 can then be applied to
extrapolate a new nearly optimal mesh density for the subsgacalculations.

The mesh refinements can be performed eiher by splittingxfstiey elements into smaller using the
so called RGB-refinement strategy described in [], or by meming a complete remeshing of the computa-
tional domain using the built-in unstructured mesh gemesahat produce high quality Delaunay triangula-
tions. In the latter alternative not only mesh refinementissible, but also local adaptive coarsening.

8.3 Keywords related to the adaptive solution

The adaptive solver of Elmer is activated and controlledhsyfollowing keywords in the Solver block of
the solver-input-file.

Adaptive Mesh Refinement Logical
If set to true, then after the solution of the linear systeepgtogram computes residual error indicators
for all active elements, estimates the global error, compatnew mesh density and refines the mesh
accordingly.

Adaptive Remesh Logical
If set to true, then a complete remeshing is performed aft@r e@stimation using the Mesh2D or
Mesh3D generators. The new mesh density is written in filerfegh”. If set to false, then the RGB-
splitting strategy for triangles is applied to perform tle@imements.

Adaptive Save Mesh Logical
If set to true, the subsequent meshes are stored in diresRefinedMeshN , whereN is the number
of the adaptive iterate.

Adaptive Error Limit Real
Error tolerance for the adaptive solution.

Adaptive Min H Real
Imposes a restriction on the mesh size. Defualt is zero.

Adaptive Max H Real
Imposes a restriction on the mesh size. Default is infinite.

Adaptive Max Change Real
Controls the change in local mesh density between two sulese@qdaptive iterates. Using this key-
word the user can restrict the refinement/coarsening taligkhe adaptive solution process.

8.4 Implementing own error estimators

Suppose that we are given a subroutine calls&olver for solving the Poisson equation, and we would

like to enhance the code by implementing an a posteriorr émdicator for adaptive mesh refinement. The

first thing to do is to take the modukdaptive in use, an define the local error indicators as functions in
an intefrace block. The beginning of the subroutine showbd like the following:

SUBROUTINE MySolver( Model,Solver,Timestep, TransientS imulation )
USE DefUtils
USE Adaptive

INTERFACE
FUNCTION InsideResidual( Model, Element, Mesh, &
Quant, Perm, Fnorm ) RESULT( Indicator )
USE Types
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TYPE(Element_t), POINTER :: Element
TYPE(Model_t) :: Model
TYPE(Mesh_t), POINTER :: Mesh
REAL(KIND=dp) :: Quant(:), Indicator, Fnorm
INTEGER :: Perm(:)

END FUNCTION InsideResidual

FUNCTION EdgeResidual( Model, Edge, Mesh, &
Quant, Perm ) RESULT( Indicator )

USE Types
TYPE(Element_t), POINTER :: Edge
TYPE(Model_t) :: Model
TYPE(Mesh_t), POINTER :: Mesh
REAL(KIND=dp) :: Quant(:), Indicator
INTEGER :: Perm()

END FUNCTION EdgeResidual

FUNCTION BoundaryResidual( Model, Edge, Mesh, &
Quant, Perm, Gnorm ) RESULT( Indicator )

USE Types
TYPE(Element_t), POINTER :: Edge
TYPE(Model_t) :: Model
TYPE(Mesh_t), POINTER :: Mesh
REAL(KIND=dp) :: Quant(:), Indicator, Gnorm
INTEGER :: Perm()

END FUNCTION BoundaryResidual

END INTERFACE

After these fixed declarations we may proceed normally byndedithe local variables, allocate memory
for local tables, integrate the stiffness matrix, set bargatonditions, and solve the problem. Error esti-
mation and adaptive mesh refinements are then performedlingdie subroutindRefineMesh , which
should appear in the code right after the functidefaultSolve

Norm = DefaultSolve()

IF ( ListGetLogical( Solver % Values, 'Adaptive Mesh Refine ment' ) ) &
CALL RefineMesh( Model, Solver, Potential, Permutation, &
InsideResidual, EdgeResidual, BoundaryResidual )

The functiondnsideResidual , EdgeResidual andBoundaryResidual  defined in the inter-
face block should finally be containedilySolve , and return the values of the error indicators described
in the previous section.

As an example, suppose that we are using linear trianglegrahiedra for solving the Poisson equation.
In this case it hold¥ - ¢, = 0 on each element, and the contribution of the firtst term in (7.1) is simply

InsideResidual = hp /|f|2 dQ (8.13)
\ /&

The function that computes the value of the inside redisoalctbe written as follows.

FUNCTION InsideResidual( Model, Element, Mesh, &
Quant, Perm, Fnorm ) RESULT( Indicator )
IMPLICIT NONE
TYPE(Model_t) :: Model
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INTEGER :: Perm(:)

REAL(KIND=dp) :: Quant(:), Indicator, Fnorm
TYPE( Mesh_t ), POINTER i Mesh
TYPE( Element_t ), POINTER :: Element

TYPE(GaussintegrationPoints_t), TARGET :: IP

TYPE(ValueList_t), POINTER :: BodyForce

REAL(KIND=dp) :: f, hK, det], Basis(MAX_NODES), &
dBasisdx(MAX_NODES,3), ddBasisddx(MAX_NODES,3,3), &
Source(MAX_NODES)

LOGICAL :: stat

INTEGER :: n

Indicator = 0.0d0
Fnorm = 0.0d0
hK = element % hK

BodyForce => GetBodyForce( Element )
Source = GetReal( Element, 'Source’ )

IP = GaussPoints( Element )
DOn=1 IP % n
stat = Elementinfo( Element, Nodes, IP % u(n), IP % v(n), &
IP % w(n), det], Basis, dBasisdx, ddBasisddx, .FALSE. )
f = SUM( Source =* Basis )
Fnorm = Fnorm + f = 2 » detd % IP % s(n)
Indicator = Indicator + f x» 2 x det] * IP % s(n)
END DO

Fnorm = SQRT( Fnorm )
Indicator = hK * SQRT( Indicator )

END FUNCTION Inside Residual

For the boundary and edge residuals refer to the exaPgilesson.f90  in the tutorial manual of EImer.
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Chapter 9

Parallel runs

9.1 Introduction

In times of even simple desktop PCs containing multiple CBitUis least multiple cores, parallel computing
is a necessity to exploit the complete potential of thoshitgctures. As on multi-core architectures multi-
threading (e.g., OpenMP) would be a feasible concept, Eirtiézes the well established Message Passing
Interface standard for inter-process communication. @pjsroach makes it possible to run Elmer on both,
multi-core as well as multi processor environments.

9.1.1 Parallel Implementation in Elmer

The general concept of a parallel run within Elmer is disptayn Fig.9.1 Elmer uses domain decomposi-

unpartitioned partitioned mesh
mesh

=

domain
decomposition

parallel combined result
solution

1@-’

unification of
result

Figure 9.1: The principle steps to be taken for a parallelaLBImer
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tion for distributing the load to multiple processes that bBeing run on either different cores or CPUs. To
that end, the initial mesh has to be split into parts that A wespect to the applied models — lead to similar
loads of the processdtsThis will be discussed in sectich2

The solver stage mostly will demand from serial runs difigrnumerical techniques, as solution strate-
gies have to take care of the by the domain boundaries linpitsgibilities of memory access. In general,
convergence of linear systems are more difficult to achi@rapared to serial runs. These issues will be
addressed in sectich3.1

Finally, as also the output of the parallel runs is split idtonains, the post-processing usually demands
an additional step of unifying the split results. Alternaty, new visualization software is capable to do that
either on the fly or to also visualize the results using migtjprocesses. Especially the latter method in-
evitably will gain importance with the increasing size ofdeds that cannot be handled on a single CPU/core
due to memory and computational constraints. Conceptssifprmcessing parallel results are discussed in
section9.4

9.2 Preprocessing of Parallel Runs

In order to utilize the decomposition, the mesh has to be isppdi the same amount of partitions), as there
are different processes within the parallel computatidme plain and easy way is to start from a mesh for a
serial run. The typical structure of a single domain meshlokase is the following:

meshdirectoryname|
|-mesh.header
|-mesh.nodes
|-mesh.elements
|-mesh.boundary

The mesh consists of a header file, containing the basicrivdtion (e.g., numbers of nodes and elements),
a file containing all nodes and two further files defining thékband boundary-elements.

The parallel mesh consisting of 2 partitions the is writterder the same directory within the sub-
directorypatrtitioning.2

meshdirectoryname|

|-mesh.header

[-mesh.nodes

[-mesh.elments

|-mesh.boundary

|-partitioning.2|
|-part.1.header
|-part.1.nodes
|-part.1.elements
|-part.1.boundary
|-part.1.shared
|-part.2.header
|-part.2.nodes
|-part.2.elements
|-part.2.boundary
|-part.2.shared

These files basically reflect the structure of a single domaésh on the partition level. Additionally, a
file namespart. N.shared (with N being the partition number) is introduced. It contains —h&srtame
suggests — information on between domains shared nodes.

currently Elmer is not able to perform internal load balaggi
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9.2.1 Partitioning with EImerGrid

Provided, a single domain mesh exists, the correspondimgi&rid command to create a with respect to
the x-direction split mesh (in our cagex 1 x 1 = 2 partitions) would read as

ElmerGrid 2 2 meshdirectoryname -partition 2 1 1 0

There are different methods of partitioning built into Ei@eid. they are summarized in tat®el

option purpose parameters
-partition N, N, N, F partitionwith respecttodi- N,,,,. ...number of par-
rections titions in x/y/z-direction,

F=0...element-wise par-
titioning, 1 ...node-wise

partitioning
-partorder Ng Ny Ny (optional in additional to n,/,,. ...components of
previous) direction of or- normal vector of ordering
dering
-metis N M uses metis library for parti- N ...number of partitions,
tioning M...method
M=0... PartMeshNodal
M=1... PartMeshDual
M=2 ... PartGraphRecursive
M=3... PartGraphKway
M=4 ... PartGraphVKway

Table 9.1: Partition methods for EImerGrid

Depending on what partitioning method was used, additipaehmeters may be used for adaption of

mesh specifications Those parameters and their purposisteictin9.2
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option purpose parameters
-halo create halo for the parti-
tioning
-indirect create indirect connections

in the partitioning
-periodic F, F, F., declare the periodic coor- F,, . = 1 ...periodic, O

dinate directions for paral- ... not periodic
lel meshes and sets peri-
odic points into same par-
titions

-partoptim apply aggressive optimiza-
tion to node sharing

-partbw minimize the bandwidth

of partition-partition cou-
plings

-parthypre hypre type numbering
(number the nodes contin-
uously partition-wise)

Table 9.2: Additional mesh generation options for EImedGri

Figure9.2shows the different distribution of partitions obtainedwiwo different methods. In general,

Figure 9.2: Distribution of four partitions using the opt®-partition 2 2 1 (left) and-metis 4
1 (right). It comes clear that the partitioning to the left tamins more partition-partition boundaries and
consequently will perform worse in a parallel run

the user should utilize theetis options, if more complex geometries (like in Fig.2) are to be decom-
posed. This ensures that the number of shared nodes andgoensly also the amount of inter-process
communication during the parallel computation is minindiz&ore simple objects, especially those using
regular meshes, can be split according to the axis usingdttéion option without having to compro-
mise on communication speed.
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Halo Elements

One of the additional options displayed in Téh2 are so called halo elements. As displayed in Fd3,
halo-elements are additional elements that do not belotlgetgartition (i.e., they are not contributing in
the domain-wise solution procedure), but rather are raplaf the neighbor elements of adjoining partitions.
Thus, in a parallel run, the values of variables as well agdmnetry of the whole element are at disposition
withing the domain partition. These may be needed by a spdeffi method, such as the Discontinuous

4

Figure 9.3: The concept of halo-elements. Each partitiortains information on the neighbor elements
along the domain boundary (red) of the adjoining partititnss leading to a redundant stripe of elements
(light-gray) that is shared between the domains

Galerkin method or by specific solvers/functions that nedditsonal geometric information from the other
domain (e.g., element-averaged surface normals).

9.3 Parallel Computations in Elmer

As mentioned before, Elmer utilizes Message Passing haer{MPI) for inter-process communication
while doing a parallel computation. To that end, a speciaalfel executable that is linked to a MPI li-
brary (the minimum requirement). The compilation processthe MPI version is shortly explained in
chapterlO of this guide. The executable file of the parallel version ph& has a to the serial call different
name,ElmerSolver_mpi . Typically it is executed as an argument to an additiondltbalt is specific
to the parallel (MPI) environment of the platform. For insta, in a typical MPI installation (OpenMPI,
MPICH) the command

mpirun -np 4 ElmerSolver_mpi

will run a four-process parallel EImer run. The typical smeoutput upon launchinglmerSolver_mpi
indicating the number of processes is

ELMER SOLVER (v 5.5.0) STARTED AT: 2009/09/09 10:28:28
ELMER SOLVER (v 5.5.0) STARTED AT: 2009/09/09 10:28:28
ELMER SOLVER (v 5.5.0) STARTED AT: 2009/09/09 10:28:28
ELMER SOLVER (v 5.5.0) STARTED AT: 2009/09/09 10:28:28
ParCommlnit: Initialize #PEs: 4
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MAIN:
MAIN: ====
MAIN. ELMER SOLVER STARTING
MAIN: Library version: 5.5.0 (Rev: 4195)

MAIN: Running in parallel using 4 tasks.

MAIN: HYPRE library linked in.

MAIN:  MUMPS library linked in.

MAIN: ====
MAIN:
MAIN:

Itis — unlike in the serial version of EImer — not possible xplkcitly add the Solver Input File (SIF, suffix
* .sif ) asanargumentto the calling command. The user rather lpas\vale a file calle€ELMERSOLVER_STARTINFO
containing the file name. Additionally, the in the SIF deethmesh-directory has to contain a mesh with —
in this specific case — four partitions.

9.3.1 Numerical Strategies in Parallel

The concept of domain decomposition means that EImerSaven onN > 1 separate parts of a domain
that are interlinked at the boundaries. If no special sah\(see later in this section) are utilized, this in-
herently means that iterative methods have to be used i twdechieve convergence for the linear(ized)
system solution procedure. The selection of availablatiiez methods, which all fall within Krylov sub-
space methods, is to be found in sectikih These methods in general have similar convergence cohpare
to a single process run. The biggest difference introdugetbionain decomposition is, that preconditioning
strategies are altered. To give an example: As only apptidti¢ local matrix, the LU factorization of a
parallel run in comparison to a serial drops the gray zond&ated in Fig.9.4. This not necessarily will,

Domain 1
) !
Y B
Domain 2
4 A
Y f
Domain 3

Figure 9.4: Difference of ILU factorization between seaald domain decomposition runs. If the factoriza-
tion is applied only locally within the domain, contributie from the light-gray zones are not accounted for
in the latter

but can negatively affect the convergence of the iteratie¢hod.
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Hypre

Hypre is a library for solving large, sparse linear systerheauations on massively parallel computers.
Hypre was developed at the Center for Applied Scientific Cotimg (CASC) at Lawrence Livermore Na-
tional Laboratory. Hypre is distributed under the GNU LesSeneral Public License and thus not included
in the Elmer distribution. It rather has to be downloadednpied and linked together with the Elmer
sources.

The principle keyword for utilizing Hypre is given in the sef section

Linear System Use Hypre Logical
if settoTrue , Hypre will be used to solve the linear system.

In Elmer, the only Krylov sub-space method being impleméig¢he Conjugate Gradient Stabilized (BiCGStab)
method, which is taken into use by

Linear System Solver = "lterative"
Linear System lIterative Method = "BiCGStab"

In combination with the BICGStab method, the following pyeditioner can be taken into use If ILUn
method for preconditioning, the following settings havééoset in the solver section (here with ILU fill-in
level 1):

Linear System Preconditioning String "ILU  N"
with N being the fill-in level (just in the built-in EImer preconiiber). The only significant difference
to Elmer’s built-in ILU preconditioner is, that in case of pie, the missing parts (illustrated in Fig.
9.4) are now being passed from one domain to the other. In othedsythe precodnitioner should
behave exactly as if it would be applied in a serial, singlmdim run. This can improve convergence,
but comes at the cost of increased inter-processor commatimmic

Linear System Preconditioning String "ParaSails"
Parasalils is a sparse approximate inverse preconditibisgurieconditioner for sparse matrix systems.
It has the following additional parameters

ParaSails Threshold is aReal value that determines the typical value for matrix entries
being dropped. Its suggested range for direct input (pe@sgtign) is from 0.0 to 0.1, with lower
values demanding higher accuracy and consequently congplirne/memory. Alternatively, if
negative values are entered, they are interpreted as tttefmaf nonzero elements that are being
dropped (e.g., -0.9 leads to 90/

ParaSails Filter is aReal value that determines the typical value for matrix entries
in the in the computed approximate inverse that are droppedsuggested range for direct
input (positive sign) is from 0.0 to 0.05. Alternatively,nkgative values are entered, they are
interpreted as the fraction of nonzero elements that argtsiopped (see earlier item).

ParaSails Maxlevel is aninteger value that determines the accuracy of the precondi-
tioner. Usually a value of 0 or 1 is within the applicable fram

ParaSails Symmetry is aninteger value that determines the nature of the original ma-
trix. the following settings are to be found from the Hyprenual:

0 non-symmetric and/or indefinite problem, non-symmetracpnditioner

1 Semi Positive Definite (SPD) problem, SPD (factored) pnelittoner

2 non-symmetric definite problem, SPD (factored) precaoodér

A typical section for the Navier-Stokes solver being solwath BiCGStab and ParaSails could look
as follows

Solver 1
Equation = "Navier-Stokes"
Optimize Bandwidth = Logical True
Linear System Solver = "lterative"
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Linear System Iterative Method = "BiCGStab"
Linear System Max lterations = 500
Linear System Convergence Tolerance = 1.0E-06
Linear System Abort Not Converged = True
Linear System Preconditioning = "ILU1"
Linear System Residual Output = 1
Linear System Use Hypre = Logical True
Linear System Preconditioning = "ParaSails"
ParaSails Threshold = Real -0.95
ParaSails Filter = Real -0.95
ParaSails Maxlevel = Integer 1
ParaSails Symmetry = Integer 0
Stabilization Method = Stabilized
Nonlinear System Convergence Tolerance = 1.0E-04
Nonlinear System Max lterations = 30
Nonlinear System Newton After Iterations = 1
Nonlinear System Newton After Tolerance = 1.0E-04
Steady State Convergence Tolerance = 1.0E-03

End

Linear System Preconditioning String "BoomerAMG"
The multi-level procedure given by BoomerAMG can also béa¢til as a preconditioner. See the
following part for the particular parameters that can bespd€o BoomerAMG

Additionally, the Algebraic MultiGrid (AMG) solver, BoontAMG, can be used directly to solve the system
by

Linear System Solver = "lterative"
Linear System lIterative Method = "BoomerAMG"

The following parameters for BoomerAMG can be set

BoomerAMG Relax Type Integer

Defines the smoother on the fine grid and the up and the dowa.dyoksible choices
Jacobi
Gauss-Seidel, sequential
Gauss-Seidel, interior points in parallel, boundary setjaé
hybrid Gauss-Seidel or SOR, forward solve (default value)
hybrid Gauss-Seidel or SOR, backward solve
hybrid chaotic Gauss-Seidel (does not work with MPI!)
hybrid symmetric Gauss-Seidel or SSOR
Gaussian elimination (only on coarsest level)
The solver on the coarsest level is set to Gaussian eliroimati

©Couh~wWNEO

BoomerAMG Coarsen Type Integer
Sets the parallel coarsening algorithm to be used. Posxittiens are
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10

11

CLJP-coarsening (a parallel coarsening algorithm usirmtppendent
sets (default)

classical Ruge-Stiiben coarsening on each processor, noedagu
treatme

classical Ruge-Stuben coarsening on each processovwéullby a third
pass, which adds coarse points on the boundaries

Falgout coarsening (uses 1 first, followed by CLJP using therior
coarse points generated by 1 as its first independent set)
CLJP-coarsening (using a fixed random vector, for debuggimgoses
only)

PMIS-coarsening (a parallel coarsening algorithm usirdgpendent
sets, generating lower complexities than CLJP, might &ad to slower
convergence)

PMIS-coarsening (using a fixed random vector, for debugpgimgoses
only)

HMIS-coarsening (uses one pass Ruge-Stiiben on each et
pendently, followed by PMIS using the interior C-points geated as
its first independent set)

one-pass Ruge-Stiiben coarsening on each processor, mdoptneat-
ment

BoomerAMG Num Sweeps Integer
sets the number of sweeps on the finest level (default vallie =

Boomeramg Max Levels Integer
sets maximum number of MG levels (default valugs)

BoomerAMG Interpolation Type Integer
Sets parallel interpolation operator. Possible optioes ar

P
PRBoo~our~wNnRO

12
13

classical modified interpolation (default)

LS interpolation (for use with GSMG)

classical modified interpolation for hyperbolic PDEs

direct interpolation (with separation of weights)

multipass interpolation

multipass interpolation (with separation of weights)

extended classical modified interpolation

extended (if no common C neighbor) classical modified ird&on
standard interpolation

standard interpolation (with separation of weights)

classical block interpolation (for use with nodal systerassion only)
classical block interpolation (for use with nodal systerassion only)
with diagonalized diagonal blocks

FF interpolation

FF1 interpolation

BoomerAMG Smooth Type Integer
For the use of more complex smoothers. possible options are
6 Schwarz smoothers (default and recommended)

7 Pilut
8 ParaSails
9 Euclid

BoomerAMG Cycle Type Integer
For a V-cycle (default) give the valuefor a W-cycle2
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BoomerAMG Num Functions Integer
has to be equal to the value giverMiariable DOFs

Usually, the default values deliver a good performance &odisl hence be used as a reference constellation.
Mind also, that BoomerAMG would have more (partly obsoleatp)ion that have not directly been made
accessible through its EImer interface.

MUMPS

The only implementation of a direct solver in the parallelsien of ElImer is MUMPSI{ttp://mumps.enseeiht.fr/
a sparse matrix multi-frontal parallel direct solver. MUBIFs not licensed under the GNU license terms
and hence is not able to be distributed together with the Eémerces or binaries, but has to be downloaded
by the user. How MUMPS is integrated into Elmer is explainedhapterlO.

There are certain limits what comes to memory consumpti®fethe time being the analysis phase is
done on a master process. As a rule of thumb, about 100k Etsrdistributed on a quad core machine with
2 Gb of memory per process still works, but does not work fast.

MUMPS is invoked by choosinginear System Solver = Direct in combination with_inear
System Direct Method = Mumps . A typical call of the Navier-Stokes solver reads like:

Solver 1
Equation = "Navier-Stokes"
Optimize Bandwidth = Logical True
Linear System Solver = Direct
Linear System Direct Method = Mumps
Linear System Convergence Tolerance = 1.0E-06
Steady State Convergence Tolerance = 1.0E-03
Stabilization Method = Stabilized
Nonlinear System Convergence Tolerance = 1.0E-03
Nonlinear System Max lterations = 1
Nonlinear System Newton After Iterations = 1
Nonlinear System Newton After Tolerance = 1.0E-03
End

Mind, that MUMPS will not work in serial runs. There thMFPacklibrary should be applied in order
to utilize the same method.

9.4 Post-processing of Parallel Runs

During a parallel run of Elmer the results are also writterparallel. That means, a run with' > 1
partitions/processes producds > 1 output files. If the base name of the output filgparallelrun ,
given in the SIF as

Post File = "parallelrun.ep”
the results of @V = 4 parallel run will be written into the mesh-directory as

parallelrun.ep.0
parallelrun.ep.1
parallelrun.ep.2
parallelrun.ep.3

These files contain the results of each domain (starting rétio) for EImerPost. Similar, if the result file
base name is given as

Post File = "parallelrun.result"

the results of @V = 4 parallel run will be written into the mesh-directory as
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parallelrun.result.0
parallelrun.result.1
parallelrun.result.2
parallelrun.result.3

From these files, a new Elmer run (on the same partitioned hoashbe restarted.

9.4.1 Combination of Results with EImerGrid

The traditional way of post-processing Elmer results is imwthem using ElmerPost. It is possible to
directly load one of the domain ElmerPost output files intmé&iPost, viewing only the part of the mesh
corresponding to the part of the domain decompoistion. Wisihe user wants to combine those splitted
results into a single. With the results as displayed abdwegcorrect EImerGrid command to achieve that
results is

ElmerGrid 15 3 parallelrun

This will go through all timesteps (transient) or steadytesiavels (steady state) of all partitions and add
them to the fileparallelrun.ep (default output name can be changed usingthee option). If lesser
timesteps/steady-state levels have been needed for gamaar of the run, EImerGrid still would try to add
the maximium given number, thus filling in zeros into the cameld file. This can be avoided by giving the
additional option-saveinterval first last intervall. Forinstance, if the user knows that
the run has converged at steady-state level number 8, auostimjerested to combine the converged result
the command

ElmerGrid 15 3 parallelrun -saveinterval 8 8 1

executed in the mesh-directory would deliver the resuin&iGrid asumes that all partitions in the directory
have to be unified into the single output file. If for instanceua of 4 partitions has been run with the
same output name after a run with 6 partitions, the fil@sllelrun.ep.4 andparallelrun.ep.5

would still reside in the mesh directory, but should not bdextl This can be achieved by the additional
option-partjoin 4 . This is also usefull if only some parts of the full result slibbe included.

9.4.2 User Defined Functions and Subroutines in Parallel

In principle, the user does not have to distinguish betwaeseadefined function/solver in parallel and serial
runs. Communication between processes is being taken tatighon the built-in EImer routines, such that
the single solver does not really "see" anything from theli@renvironment it is running on. In special
cases a few lines of code might be necessary to deal withrelifées imposed by parallel runs. Those are
explained in sectiod1.4.3of chapter??.
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Chapter 10

Compilation and Linking

10.1 Compiling the whole package

For complete up-to-date compilation instructions lookatEImer web pages http:www.csc.fielmer
Elmer distribution comes in several different modules. lEaicthese may be compiled using the config-
ure script followed by a make command. Below is a possiblegtation strategy in the Unix system.

#!/bin/sh -f

# replace these with your compilers:
export CC=gcc

export CXX=g++

export FC=g95

export F77=g95

modules="matc umfpack mathlibs elmergrid meshgen2d eio hu titer fem"
for m in $modules; do

cd $m ; ./configure --prefix=/opt/elmer && make && make inst all && cd ..
done

10.1.1 MPI version

In order to compile a parallel version of ElImer, one has tdude the MPI library. Usually, itis enough to add
the switcheswith-mpi=yes and -with-mpi-dir= /path/to/mpi-installatiorto the configure com-
mand. More specifically, paths directly pointing to the ud#-file directory and the directory containing the
MPI libraries themselves can be set using the switelwéh-mpi-inc-dir and-with-mpi-lib-dir

As most MPI implementations contain wrapper scripts for C;@mpicc , mpic++ ) as well as Fortran
(mpif90 , mpif77 ) compilers, the compiler environment variables can be sedm@ingly. A compilation
script for the MPI version thus could look like this

#l/bin/sh -f

export CC=mpicc

export CXX=mpic++

export FC=mpif90

export F77=mpif77

# change that to your MPI installation path
export MPIDIR="/opt/openmpi"

modules="matc umfpack mathlibs elmergrid meshgen2d eio hu titer fem"

for m in $modules; do
cd $m ; ./configure --with-mpi=yes --with-mpi-dir="$MPID IR" \
--with-mpi-lib-dir="$MPIDIR/lib"  --with-mpi-inc-dir= "$MPIDIR/include" \
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--prefix=/opt/elmer && make && make install && cd ..
done

10.2 Compiling a user defined subroutine

The elmerf90 command is provided to help compiling your own solvers, iaisvrapper script to the
compiler that was used to compile the elmer that is inRAG H

elmerf90 -o MySolver MySolver.f90
In the MinGW system in Windows the suffidll  should preferably be used
elmerf90 -o MySolver.dll MySolver.f90

After successful compilation, the filemysolver.dll is to be found in the local directory. In the
filename declaration of therocedure -keyword in solver input file, the suffidll  can be omitted

Solver 1
Procedure = "mysolver

subroutineName"

End
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Chapter 11

Basic Programming

11.1 Introduction

The Elmer distribution contains a large set of different/eo$ and also the possibility to declare dependence
of material properties or boundary conditions on certainaldes (e.g., using the MATC language). Never-
theless, there always may occur certain physical probléatsare too difficult to be handled via the solver
input file. Such problems can be coped by introducing new fisetions or even complete new solvers.
Elmer is very flexible if certain models have to be added byuber providing her/his own code.

This chapter shall provide a brief introduction to basicggeanming of user functions as well as solvers
that can be added to Elmer. This will be done by mainly usinmtpgeexamples and explaining the program-
ming steps occurring in these.

The Elmer Solver source is written in the programming largguBortran 90. Since the Elmer Solver
binaries are compiled as shared objects, it is sufficientgbrjewly compile the code contributed by the user
as an executable of a shared objest( in UNIX and.dll  in Windows) that dynamically is linked to the
rest of the distribution. In order to provide Elmer with theaded information to be able to load an external
function or solver, the following entry in the solver inpuef{suffix.sif ) has to be given:

Procedure "filename" "procedure”

Where the filfilename is the above mentioned executable that should contain thieaR®0 subroutine
or functionprocedure . The filefilename should reside in the same directory where the solver input
file is. Else, the relative or absolute path to that file shdndcdded in front of the entfilfename

11.2 Basic Elmer Functions and Structures

In order to provide a better understanding for the followinginly example-based explanation some of the
most often needed functions and routines provided by Elimali be discussed in this section. Most of these
routines and functions are defined in the Fortran 90 mobDetJtils . It has to be included in the code
provided by the user giving the keyword

USE DefUtils

It is important to notice that — due to the nature of the Fiitement Method — the basic data structure
in the Elmer Solver is the single element, rather than sipgliats. That simplifies data manipulation in
solver subroutines, but makes things a little bit more ditfid dealing with the coding of pointwise defined
boundary and initial condition as well as body forces anapaater functions. In the Elmer Solver the type
Element_t contains information on elements.
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11.2.1 How to Read Values from the Input File

In the Elmer Solver the entries of each section of the solput file — such as material, body force and
initial condition — are accessed via pointer of the defineté dgpeValueList_t , further referred to as
“list”. A list provides access to all the information thatdlbeen passed to the Elmer Solver from the solver
input files, related to the specific section.

The principal connection between the solver input file ardabcess from a user function is depicted in
Fig.11.1

Fortran 90 code (*.f90):

solver input file (*.sif): ]

Header ¢ :
Mesh DB "* “mymesh" ,( SUBROUTINE MySolver( Mer,dt,Tran5|ent )
End «
! IMPLICIT NONE
Simulation I
Coordinate System = "Cartesian 2D" 1 .
Coordinate Main (3) =12 3 , TYPE(Solver_t) :: Solver
Simulation Type = Steady State | Type(Model_t) :: Model

Output Intervals(1) = 1 |
I REAL(KIND=dp) :: dt
I LOGICAL :: Transient
Post File = "myresult.ep” I

Output File = "myresult.dat"
End

Steady State Max Iterations = 1

llocal variables
TYPE(ValueList_t), POINTER :: listsol

Body 1 CHARACTER(LEN=MAX_NAME_LEN) :: varname
Equation =1 LOGICAL :: Gotlt

Body Force =1

End

Iget list on Solver Secti

on
(Jistsol => GetSolverParams()

me = GetString(listsol,'Variable’,Gotlt)
F (.NOT.Gotlt) THEN
CALL FATAL('MySolver’,'Variable not found’)
END IF

Body Force 1
Source = Real 1
End

Equation 1
Active Solvers (1) = 1
End

Solver 1

Equation = "MyEquation"
Variable = "MyVar"

Variable DOFs = 1
Procedure = "File" "MySolver"

Linear System Solver = "Direct"
Steady State Convergence Tolerance = 1E-06
END

END SUBROUTINE MySolver

. Boundary Condition 1
Target Boundaries (4) =123 4

MyVar=0
End N
‘ ~
s s
Solver 1 RS
Equation = "Poisson” S~
(ariable = "Myvar" T T T
Variable DOFs = 1 '""”"‘-----..____A_:Qariablez"MyVar" )

Procedure = "Poisson" "PoissonSolver"

Linear System Solver = "Direct”
Steady State Convergence Tolerance = 1e-06
End

. /

Figure 11.1: Scheme of the access of structures in the siolpat file from a Fortran 90 user subroutine.
The example shows, how a string is read in from$odver section.

How to Access Different Sections

The following table shows the definition of the functions defi in the modul®efUtils  to provide the
correct list for parameters and constants concerning thalation and solvers

function corresponding section
GetSimulation() Simulation
GetConstants() Constants
GetSolverParams()  Solver 1,...

For instance, the following source code lines provide asteshe entries in the simulation section of the
solver input file
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I variable declaration for pointer on list
TYPE(ValuelList_t), POINTER :: Simulation

I assign pointer to list
Simulation => GetSimulation()

Lists that provide information connected to a certain elenage

function corresponding section
GetMaterial( Element, Found ) Material 1,...
GetBodyForce( Element, Found ) Bodyforce 1,...
GetEquation( Element, Found ) Equation 1,...

GetBC( UElement ) Boundary Condition 1,...

In the first three of these functions shown above the optigaghbleFound of type LOGICAL is set to
.TRUE. upon successful search in the solver input file. Hence, itogansed for error handling. The argu-
mentsElement andUElement are of typeElement_t . If writing a solver, the current element is known
and hence can directly be passed to the functions listedeabBlse, this argument may also be omitted.
However, EImer Solver needs to have the information uporl&ment in order to inquire the number of the
material/bodyforce/equation/boundary condition setfimm the solver input file. Hence, if this function
argument is dropped, Elmer Solver falls back to the strec@urrentModel % CurrentElement ,
which by the active solver has to be assigned to the addrake alirrent element (see sectibh.4).

The functions for input of different values from the solvaput file need the assigned pointer to the
corresponding to the specific section.

Reading Constants from the Solver Input File
The following value types are defined for the solver input file

Value in Input File  Variable in ElImer Solver

Real Real(KIND=dp)

Integer INTEGER

Logical LOGICAL

String CHARACTER(LEN=MAX_NAME_LEN)
File CHARACTER(LEN=+)

The defined interface of such a function is

FUNCTION Funct i onNanme( List, Name, Found ) Result(x)
TYPE(ValueList_t), POINTER :: List
CHARACTER(LEN=) :: Name
LOGICAL, OPTIONAL :: Found

The arguments have the following purpose

List List from which the value has to be read. This pointer has tolitained by one
of the previously introduced functions

Name The keyword in the particular section for the value

Found Optional boolean variable that contains the valllRUE. upon successful read
in

The type of the returned of valug, is depending on the function. The following functions aeeldred in
theDefUtils  module:

e A value of typeREALIs read in using the function
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REAL(KIND=dp) :: r

r = GetConstReal( List, Name, Found )

e Avariable of typelNTEGERIs read in using the function
INTEGER :: i
im: Getlnteger( List, Name, Found )
e A string is read into a user function or solver by the follogiicode line
CHARACTER(LEN=MAX_NAME_LEN) :: str
str = GetString( List, Name, Found )

It is important to note that these routines are only meantdading in constant values. Consequently, these
values must not be dependent on other variables.

Reading Mesh-values from the Solver Input File

The previously introduced functioGetConstReal is defined for reading in a constant value of type
REAL(KIND=dp) . In the case if values have to be obtained for nodes of an eledafined on the mesh
(e.g., an initial condition, a boundary condition or a migparameter), the following function has to be
used

FUNCTION GetReal( List, Name, Found, UElement ) RESULT(x)
TYPE(ValueList_t), POINTER :: List
CHARACTER(LEN=) :: Name
LOGICAL, OPTIONAL :: Found
TYPE(Element_t), OPTIONAL, TARGET :: UElement
REAL(KIND=dp) :: x(CurrentModel % CurrentElement % Type % N umberOfNodes)

The returned valuex, is a one-dimensional array of tyREAL(KIND=dp) with entries for every node of
the either given elemehiElement or alternatively the default structu@urrentModel % CurrentElement
For instance, reading in the material paramatescosity ~ from an already assigned pointer of type
ValueList_t for a given elementzlement , is done by the following code lines

REAL(KIND=dp), ALLOCATABLE :: viscosity(:)
INTEGER :: NoNodes

TYPE(ValuelList_t), POINTER :: Material
TYPE(Element_t), POINTER :: Element
LOGICAL :: Found

al | ocat e viscosity , set pointers Material and Element
NoNodes = GetElementNOFNodes(Element)

viscosity(1:NoNodes) = GetReal(Material, 'Viscosity’, F ound, Element)

The user has to make sure that the array that later contagnsdatial values is of sufficient size. This, for
instance, can be guaranteed by allocating it to the maxig@lming number of nodes for an elementin the
model

ALLOCATE(viscosity(CurrentModel % MaxElementNodes))
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Physical Time as Argument of User Function

If a user function needs physical time as an input, it can lssgrhas an argument. For instance, if a boundary
condition for the normal component of the velocity would ddkie physical time as the input variable, the
function call in the solver input file then would look as falle (see sectioi1.3for more details on user
functions)

Boundary Condition BCNo
Name = "time_dependent_outlet"
Target Boundaries = Boundar yNo
Normal-Tangential Velocity = True
Velocity 2 = 0.0
Velocity 1
Variable Time
Real Procedure " executabl e" "timeOutletCondition"
End
End

Here the entrieBCNo andBoundar yNo have to be replaced by the correct boundary condition anddbou
ary target number. The fiexecut abl e should contain the compiled user functiimeOutletCondition

11.2.2 How to Communicate with Structures Inside Elmer Soler

Often it is necessary to get information from inside the HirSelver, such as mesh coordinates or field
variables associated to another solver procedure. Ifngridéi solver subroutine, all information of that kind
is accessible via the typEYPE(Solver_t) :: Solver . In the case of a user function (boundary
condition, initial condition, material parameter), thealdt structureCurrentModel % Solver has to
be used.

Inquiring Information on the Element

As mentioned earlier, most of the pre-defined functions arautines inside Elmer Solver apply on the
whole element rather than on single nodes. Information emehts can be accessed via the pre-defined
typeElement_t . We list the functions/subroutines for the mostly needegbpses:

e Setting the active element (bulk):

TYPE(Element_t), POINTER :: Element
Type(Solver_t), Target :: Solver
INTEGER :: ElementNumber

Element => GetActiveElement(ElementNumber)

The argumenSolver is optional. If it is not givenCurrentModel % Solver is used. This
function also automatically sets the poin@&rrrentModel % CurrentElement to the element
with the given element numb&lementNumber . This is important if sub-sequentially called func-
tions rely on this default value to be set.

The total number of active bulk elements for a specific salvr be inquired using the valiBolver
% NumberOfActiveElements

e Setting the active element (boundary):

TYPE(Element_t), POINTER :: BoundaryElement
INTEGER :: ElementNumber

BoundaryElement => GetBoundaryElement(ElementNumber)
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This routine also sets the structutairrentModel % CurrentElement to the boundary ele-
ment.

In contrary to the domain (i.e., bulk) it is a priory not knowhich boundary element is part of a
boundary condition of a specific solver. This informationynb& obtained using the function

Type(Element_) :: BoundaryElement
LOGICAL :: IsActiveBoundary

IsActiveBoundary = BoundaryElement(BoundaryElement,So Iver)

where both arguments are optional. If they are omitted, EBodver takes the valugdurrentModel

% CurrentElement andCurrentModel % Solver ,respectively. The boundary element num-
ber,ElementNumber may vary between 1 and the maximum value

Solver % Mesh % NumberOfBoundaryElements

e Inquire number of nodes in an element:

INTEGER :: N
TYPE(Element_t) :: Element

N = GetElementNOFNodes( Element )

The argumenElement is optional. The default value BurrentModel % CurrentElement

e Get nodal coordinates for element:
TYPE(Nodes_t) :: ElementNodes
TYPE(Element_t) :: Element
TYPE(Solver_t) :: Solver
CALL GetElementNodes( ElementNodes, Element, Solver )
The argument&lement and Solver are optional. The default values a@irrentModel %
CurrentElement  andCurrentModel % Solver |, respectively. The argumeBtementNodes

is of the pre-defined typBlodes_t . The different components of the coordinates for the i-tHeno
can be accessed by

REAL(KIND=dp) :: Xcoord, Ycoord, Zcoord

Xcoord

= ElementNodes % x(i)
Ycoord = ElementNodes % y(i)
Zcoord = ElementNodes % z(i)

They correspond to the axes of the defined coordinate systéne isolver input file.

e Get local coordinates of the-th node for assigned element:

REAL(KIND=dp) :: U, V, W
TYPE(Element_t), POINTER :: Element
INTEGER :: i

U Element % Type % NodeU(i)
V = Element % Type % NodeV(i)
W = Element % Type % NodeW(i)
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Local coordinates are corresponding to the position intfideprototype element that is used inside
the Elmer Solver. They are important if parameter valueghawe obtained by summation over the
basis functions.

e Get normal vector at thie-th node of the assigned boundary element:

REAL(KIND=dp) :: U, V, Normal(3)
TYPE(Element_t), POINTER :: BoundaryElement
LOGICAL :: CheckDirection

U = BoundaryElement % Type % NodeU(i)
V = BoundaryElement % Type % NodeV(i)
Normal = NormalVector( BoundaryElement, Nodes, U, V, Check Direction )

The function needs the boundary element as well as the locatimates of the point, where the sur-
face (edge) normal shall be evaluated. The optional lasinaegt,CheckDirection , is a boolean
variable. If set to TRUE. , the direction of the normal is set correctly to the rulesegiin section
11.3.2 The surface normal is returned in model coordinates antlugity length.

Inquiring Nodal Values of Field Variables
Nodal values for an element of a scalar variables are reabldgubroutine

SUBROUTINE GetScalarLocalSolution( x,name,UElement,US olver )
REAL(KIND=dp) :: x(})
CHARACTER(LEN=), OPTIONAL :: name
TYPE(Solver_t) , OPTIONAL, TARGET :: USolver
TYPE(Element_t), OPTIONAL, TARGET : UElement

The returned value is an array containing the nodal valuéiseo¥ariablename. If this variable name is not
provided, it is assumed that the corresponding sdli®olver has only one variable with a single degree
of freedom. If the optional parametdikSolver andUElement are not provided, then the default values
CurrentModel % Solver andCurrentModel % CurrentElement , respectively, are used.

For instance, the following code lines read in the nodal elefwalues for the variablf@emperature
(from the heat solver)

REAL(KIND=dp), ALLOCATABLE :: localTemp(:)
ALLOCATE(localTemp(CurrentModel % MaxElementNodes))
CALL GetScalarLocalSolution(localTemp, 'Temperature’)

In the case of a vector field variable, the analog function
GetVectorLocalSolution has to be used. For instance, if the user wants to read in taévelocity
of an deforming mesh (from the MeshSolver), the followingts has to be applied

REAL(KIND=dp) , ALLOCATABLE :: localMeshVelocity(:,:)
ALLOCATE(localMeshVelocity(3,Solver % Mesh % MaxElement Nodes)

CALL GetVectorLocalSolution( MeshVelocity, 'Mesh Veloci ty")

Inquiring Values of Field Variables for the Whole Mesh

Sometimes, the user also would like to have values for a fiatthlble of the complete domain accessible.
This is done by assigning a pointer to the variable usingtinetionVariableGet

VariablePointer => VariableGet(Solver % Mesh % Variables, "Variabl e’ )

The argumenvar i abl e hasto be replaced by the variable name. The returned p@ragtypeVariable t
This type contains the following components
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component purpose
INTEGER, POINTER :: Perm() Contains permutations for the variable. Since

Elmer Solver tries to optimize the matrix struc-
ture, the numbering of the nodal values of the
variable usually does not coincide with the num-
bering of the mesh-nodes. The is used to identify
the mesh-node for a variable-entry. Hence, the
field VariablePointer % Perm(i) con-
tains the nodal number of tHeth value of the

field variableVar i abl e.

INTEGER :: DOFs Contains the amount of vector components of the
variable.DOFsis 1 in case of a scalar, 2 or 3in
case of a two- or three-dimensional vector field.

REAL(KIND=dp), POINTER :: contains the values of the field variable

Values(:)

For instance, in order to get access to the temperature fgtdlér as in the example above), the following

code lines may be used

TYPE(Variable_t), POINTER :: TempVar

INTEGER, POINTER :: TempPerm(:)

REAL(KIND=dp), POINTER :: Temperature(:)

INTEGER :: ElmentNo, N

REAL(KIND=dp), ALLOCATABLE :: localTemp(:)
ALLOCATE(localTemp(CurrentModel % MaxElementNodes))
TYPE(Element_t), POINTER :: Element

TempVar => VariableGet( Solver % Mesh % Variables, 'Tempera
IF ( ASSOCIATED( TempVar) ) THEN

TempPerm => TempVar % Perm

Temperature => TempVar % Values
I stop if temperature field has not been found !!!!
ELSE IF

CALL FatalMyOwnSolver’, 'No variable Temperature found
END IF

DO ElementNo = 1,Solver % NumberOfActiveElements

Element => GetActiveElement(ElementNo)

N = GetElementNOFNodes()

Nodelndexes => Element % Nodelndexes

localTemp(1:N) = Temperature(TempPerm(Element % Nodelnd
END DO

ture’ )

exes))

It is recommended to check whether the pointer to the vagilbls been assigned correctly. In our little
example the call of the routineatal would stop the simulation run if the assessment would leaa to

negative result.

Inquiring the Current Time

In certain situations in transient simulations the phyldicae might be needed in a user function. In Elmer
Solver the physical time is treated as a variable and herg&hze read in using the typéariable_t

TYPE(Variable_t), POINTER :: TimeVar
Real(KIND=dp) :: Time

TimeVar => VariableGet( Solver % Mesh % Variables, 'Time’ )
Time = TimeVar % Values(1)
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How to Post Messages

IncludingPRINT or WRITEstatements to stdio in numeric-codes can lead excessipetoildrge number
of iterations and/or large model sizes) and consequentiyreduction in performance. It is recommended
to use stdio-output routines provided by Elmer Solver, fhich to a certain extend the amount of output
can be controlled via the solver input file. The three prergfisubroutines for output of messages are:

e Info is used for displaying messages (e.g., upon convergendbgmtreen. The syntax is
CALL Info('FunctionName’, The displayed message’, level =l evel nunber)

The first string shall indicate which function the displayedssage comes from. The second entry is
a string that contains the message itself. The integer Vadwee| nunber indicates the importance
of the message, starting from 1 (most important). The marinevel of messages being displayed
can be determined in the simulation section of the solvautifife

max output level = 3

e Warn is used for displaying warnings. Warnings are always disgdieand should be used if conditions
in the code occur that might lead to possible errors

CALL Warn(’FunctionName’,’The displayed warning’)

e Fatal isused toterminate the simulation displaying a messages&ently, itis used in conditions
in the code where a continuation of the computation is imibtess

CALL Fatal(’FunctionName’,'The displayed error message’ )

Of course the strings do not have to be hard-coded but canrbpaged during run-time, using th€RITE
command. The string variabMessage is provided for that purpose

WRITE(Message, formatstring) list, of, variables
CALL Info('FunctionName’,Message, level=3)

The format-string has to be set according to the list of \des.

11.3 Writing a User Function

User functions can be used to provide a pointwise (not elémise!) value for a certain property. They are
used for setting values of material properties inside thmaio and/or to set values for certain variables on
boundary conditions at the domain boundary.

The defined interface for a user function looks as follows

FUNCTION myfunction( model, n, var ) RESULT(result)
USE DefUtils
IMPLICIT None
TYPE(Model_t) :: model
INTEGER :: n
REAL(KIND=dp) :: var, result

contents of the function
| eading to a value for variabl e result ...

END FUNCTION myfunction
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The function returns the valuesult . If this is supposed to be a nodal value of a material proparty
variable condition, the variable type in EImer has to be dmalble precision, hencREAL(KIND=dp) .

The first argument passed to the functiompdel , is of the declared typ®&odel_t . It is basically the
interface to all information accessible at runtime, suclasable values, mesh coordinates and boundary
conditions.

The second argumenmnt, is the integer number of the node for which the function ; tlee valugesult -

is is evaluated. Through the last argumenat;, , a value of an input variable on which the result depends is
passed to the function. In the solver input file this variablidicated using th¥ariable -keyword. For
instance (see examples later in this chapter), if the usatsata provide the function above with the result
being the density which — in this particular case — depende®temperature, the syntax looks as follows

Density = Variable Temperature
Procedure “filename" "myfunction”

Mind that there always has to la@ input variable to be given using this keyword. In the case there is
no need for an input, this may occur as a dummy argument inuthetion.

11.3.1 User Functions for Domain Properties

In the following we will give an outline of the main issues cenning the preparation of a user function for
a domain property. This might be of use if a material param@em material section of the solver input
file), an initial condition (from solver input file initial aadition section) or a body force (from solver input
file body force section) of somewhat higher complexity halsd¢alefined for the domain.

Some basic aspects concerning the syntax of such functiadisbe explained by the following exam-
ples:

Example: Viscosity as a Function of Temperature
This example demonstrates the following topics:
e definition of a material property dependent on one inputalzd

e how to read in a value from the material section of the solwpuit file

We want to implement the following relation for the dynamisaosity, ., of a fluid

293
IM(T) = 293K €XpP l:c . (T — 1>:| (111)
whereT' is the temperature. The parametgsssk (i.e., the reference viscosity at 293 Kelvin) afichave to
be read into our function from the material section of thevepinput file. Thus, the material section looks
as follows:

I Material section (ethanol)
|

Material 1

Viscosity = Variable Temperature
Procedure "fluidproperties" "getViscosity"

Reference Viscosity = Real 1.2E-03
Parameter C = Real 5.72

End
The valuesuqgsk = 1.2 - 1073 andC' = 5.72 are the numerical values of the parameter occurring in
(11.1) for pure ethanol. The executable containing the functiemedgetViscosity will be called

fluidproperties . The header — including the variable declaration — of thecfion then reads as
follows:
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!

I material property function for ELMER:

I dynamic fluid viscosity as a function of temperature
|

FUNCTION getViscosity( model, n, temp ) RESULT(visc)
! modules needed
USE DefUtils

IMPLICIT None

! variables in function header
TYPE(Model_t) :: model
INTEGER :: n
REAL(KIND=dp) :: temp, visc

! variables needed inside function
REAL(KIND=dp) :: refVisc, C

Logical :: Gotlt

TYPE(ValueList_t), POINTER :: material

In order to get the pointer to the correct material-list, vge the functiorGetMaterial

! get pointer on list for material
material => GetMaterial()
IF ((NOT. ASSOCIATED(material)) THEN
CALL Fatal('getViscosity’, 'No material found’)
END IF

We immediately check, whether the pointer assignment wesessful. In the case of the NULL-pointer
being returned, the pre-defined procedbatal will stop the simulation and stdio will display the the
messagefgetViscosity): No material-id found

The next step is to read in the numerical values for the patemme

! read in reference viscosity

refvisc = GetConstReal( material, 'Reference Viscosity’, Gotlt)
IF(.NOT. Gotlt) THEN

CALL Fatal('getViscosity’, 'Reference Viscosity not foun d)
END IF

! read in parameter C
C = GetConstReal( material, 'Parameter C’, Gotlt)
IF(.NOT. Gotlt) THEN

CALL Fatal('getViscosity’, 'Parameter C not found’)
END IF

The variableGotlt contains the state of success of the input. In the case otuassful read-in (i.e., the
variableGotlt shows the value=ALSE. ), the simulation will be stopped by the routiRatal

Finally, after a check upon the absolute temperature beirgef than zero, the viscosity is computed ac-
cording to equationl(1.1)

I compute viscosity

IF (temp <= 0.0D00) THEN ! check for physical reasonable temp erature
CALL Warn('getViscosity’, 'Negative absolute temperatur e.)
CALL Warn('getViscosity’, 'Using viscosity reference val ue’)
visc = refVisc(1)

ELSE
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visc = refVisc * EXP(C *(2.93D02/temp - 1.0D00))
END IF

END FUNCTION getViscosity

In the case of negative absolute temperature, the referszige will be returned. The pre-defined routine
Warn will display a specific warning on stdio.

Example: Body Force as a Function of Space

For the use as body force for the solver presentetilid (i.e. heat source distribution for heat conduction
equation), we want to write a function that provides a scadahe domain as a function of space. This
example demonstrates the following topics:

o definition of a scalar in the domain as function of space indivoensions
e how to inquire the dimension of the problem
We want to implement the following two-dimensional spatieitribution for the scalah:
h(z,y) = —cos(2mx) -sin(27y), x,y € [0,1] (11.2)

wherex corresponds t€oordinate 1  andy to Coordinate 2  of the solver input file.

Since the function given inl{.2 is dependent on two input variables, the single argumentstable to
be passed to the function is not sufficient. Hence it will ustused as dummy argument. Consequently, the
user can provide any (existing!) variable as argument irstiteer input file. The header reads as follows

!
! body force function for ELMER:

! scalar load as function of coordinates x and y
! -CoS(2 *pi *X) *sin(2 *pi xy)
|

FUNCTION getLoad( model, n, dummyArgument ) RESULT(load)
I modules needed
USE DefUtils

IMPLICIT None

! variables in function header
TYPE(Model_t) :: model

INTEGER :: n

REAL(KIND=dp) :: dummyArgument, load

! variables needed inside function
INTEGER :: DIM
REAL(KIND=dp) :: X, y
Logical :: FirstVisited = .TRUE.
I remember these variables
SAVE DIM, FirstVisited

Further we want to check whether the problem is two-dimerai@nd hence suitable for our function.
This is done only the first time the function is called, sinchopefully - the dimension of the prob-
lem does not change during all the following calls. The fiorctreturning the problem dimension is
CoordinateSystemDimension()

! things done only the first time the function is visited
IF (FirstVisited) THEN
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I check whether we are dealing with a 2d model
DIM = CoordinateSystemDimension()
IF (DIM /= 2) THEN
CALL FATAL('getLoad’, 'Dimension of model has to be 2d’)
END IF
FirstVisited = .FALSE.
END IF

The next step to inquire the coordinates of the current pihiatfunction is evaluated for. The structure
model contains that information

I get the local coordinates of the point
x = model % Nodes % x(n)
y = model % Nodes % y(n)

Finally, the result is computed

I compute load
load = -COS(2.0D00 +*Pl*x) * SIN(2.0DO0 =PI =*y)

END FUNCTION getLoad

Figurell.2shows the result of a simulation using the solver defineddtieel1.4together with the function
getLoad as body force. The entry in the body force section of the sohaut file reads as follows:

~20.74 -13.34 -5.927 1.48 8.808

Figure 11.2: Result obtained with the routigetLoad as body force input for the heat conduction solver
presented ill.4 Thez-coordinate is set proportional to the result obtained authy plane.

Body Force 1
Heat Source
Variable Temp ljust a dummy argument
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Real Procedure "load
End

getLoad"

where the shared object file has been given the nlaa: . All boundaries are set to adiabatic boundary
condition, i.e..VT -7i = 0. This is possible if — and only if — the integral over the loattor over the whole
domain balances to zero, like in our case. Since no Diritlstadition is set, the result is not unique and
contains an undetermined offsgt.

11.3.2 User Functions for Boundary Conditions

As for the user functions for bulk properties presented otise 11.3.1 the function for a boundary property
is evaluated pointwise. Hence, the identical functionrfatee is used. The major difference between bulk
elements and elements on boundaries are, that the lattdrecassociated to more than one body. That is
the case on boundaries between bodies. This is importanicin scases where the boundary condition is
dependent on properties inside a specific body to which thedary is attached. Possible configurations of
boundaries are depicted in Figj1.3

a) outside boundary b) body-body boundary (interface)
—— -——
. J—
bul bulk

outside \ othefbo
/\ Ve
corner point

Figure 11.3: Possible constellations for boundaries aadchtitmal vectors; at element nodes. Mind, that
for a body-body interface (case b) the default orientatibthe surface normal may vary from element to
element. At boundary points that have a discontinuous fesivdtive of the surface (i.e. at corners and
edges), the evaluation of the normal at the same point foratlyacent boundary elements leads to different
surface normals. Parent elements of boundary elementsd@pecific body are marked as filled.

If the keyword for checking the directions in the functiNormalVector  (see sectioil1.2.3 is set to
.TRUE. , the following rules apply:

e In the case of an outside boundary the surface norias, always pointing outwards of the body.

e By default on a body-body boundary, the orientation is shelithe normal always is pointing towards
the body with lower densityy, which is evaluated by comparison of the values given fokiyavord
Density in the corresponding material sections of the adjacentdsodi

In certain cases, if densities on both sides are either exualrying functions of other variables, this may
lead to a varying orientation of the surface. This effect #mal effect of different directions of surface
normal for the same point at surface corners and edges istédph Fig.11.3 Whereas the latter effect can
only be dealt with by either producing smooth surfaces oragyiag surface normals, the first problem can
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be overcome by providing the keywoNbrmal Target Body in the solver input file. This keyword
defines the direction of the surface normals for the pre-ddfgubroutinédNormalVector . For instance,
the following sequence fixes the surface normal at boundamgition number 1 to point into body number
2

Boundary Condition 1
Target Boundaries

=1
Normal Target Body =

Integer 2

End

Example: Idealized Radiation Law for External Heat Transfer

As an illustrative example we want to show how to implemengiywdealized radiation boundary condition
for heat transfer. This example explains:

e how to identify the type of boundary according to Fid..3
e how to get material parameters from domain parent elemédikedooundary element
e how to identify the local node number in an elment
e how to inquire boundary normals
The net flux into the body at such a boundary shall be appraeidiay
Gn = €qext — €0+ (T* = Tiy) (11.3a)

whereT,, is the external temperature,stands for the Stefan-Boltzmann constant anglthe emissivity.
The external heat flux shall be defined as

—Is-n, §-m<0,
Qext =

11.3b
0, else ( )

where [ is the intensity and’ the direction of the incoming radiation vector. The surfacemal, 77, is
assumed to point outwards the body surface.

Since we are planning to use this boundary condition in cotime with the solver presented in section
11.4.2 we have to provide the load vectbs= ¢,,/(c, 0) occurring in the force vector ofi(L.7). This means
that we have to inquire the material parametgrandp for the parent element from the material section of
the adjacent body.

The header of the function reads as

I boundary condition function for ELMER:
I simplified radiation BC
]
FUNCTION simpleRadiation( model, n, temp ) RESULT(load)
I modules needed
USE DefUtils

IMPLICIT None

I variables in function header
TYPE(Model_t) :: model
INTEGER :: n
REAL(KIND=dp) :: temp, load

! variables needed inside function
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REAL(KIND=dp), ALLOCATABLE :: Density(:), HeatCapacity( :), ExtTemp(:)
REAL(KIND=dp), POINTER :: Work(:,:)
REAL(KIND=dp) :: radvec(3), Normal(3), NormDir, U, V,&

Emissivity, normalabsorbtion, emission, StefanBoltzman n
INTEGER :: DIM, other_body id, nboundary, nparent,&

BoundaryElementNode, ParentElementNode, istat
Logical :: Gotlt, FirstTime=.TRUE., Absorption = .TRUE.
TYPE(ValuelList_t), POINTER :: ParentMaterial, BC
TYPE(Element_t), POINTER :: BoundaryElement, ParentElem ent
TYPE(Nodes_t) :: ElementNodes

SAVE FirstTime, Density, HeatCapacity, ExtTemp
e meeeeeeeee

The boundary element and the pointer to the list of the cpmading Boundary Condition-entry in the solver
input file are assigned

I get element information
!

BoundaryElement => CurrentModel % CurrentElement
IF ( .NOT. ASSOCIATED(BoundaryElement) ) THEN

CALL FATAL('simpleRadiation’,’No boundary element found )
END IF

BC => GetBC()
IF ( .NOT. ASSOCIATED(BC) ) THEN

CALL FATAL('simpleRadiation’,’No boundary condition fou nd’)
END IF

Thereafter, a case distinction between the two possiblstethations in Fig11.3(i.e.,outside or body-body
boundary). A outside boundary is indicated by the value -BamindaryElement % Boundaryinfo

% outbody . In the case of a boundary-boundary interface the surfacmalds supposed to point out-
wards. l.e., the body hosting the parent element is takearibdor whichParentElement % Bodyld
does not coincide witBoundaryElement % Boundarylnfo % outbody

other_body _id = BoundaryElement % Boundarylnfo % outbody
! only one body in simulation
I
IF (other_body_id < 1) THEN
ParentElement => BoundaryElement % Boundarylnfo % Right
IF ( .NOT. ASSOCIATED(ParentElement) )&
ParentElement => BoundaryElement % Boundarylnfo % Left
I we are dealing with a body-body boundary
I and assume that the normal is pointing outwards
I
ELSE
ParentElement => BoundaryElement % Boundaryinfo % Right
IF (ParentElement % Bodyld == other_body_id)&
ParentElement => BoundaryElement % Boundaryinfo % Left

END IF

! just to be on the save side, check again

!

IF ( .NOT. ASSOCIATED(ParentElement) ) THEN
WRITE(Message, *)&
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'No parent element found for boundary element no. ’, n
CALL FATAL('simpleRadiation’,Message)
END IF

After that procedure the point&arentElement is set on the adjacent element of the boundary element
inside the body for which the radiation boundary conditisevaluated.

We further need the total number of nodes in the boundary ehrand the parent element given by
nboundary andnparent ,respectively. Also the corresponding number of the boandade numbenm,
inthe parent elemen®RarentElementNode , as well as in the boundary element its@fundaryElementNode
is evaluated. At the end of this code sequence, the ro@etElementNodes sets the information on the
nodes of the boundary element

I get the corresponding node in the elements
I
nboundary = GetElementNOFNodes(BoundaryElement)
DO BoundaryElementNode=1,nboundary

IF ( n == BoundaryElement % Nodelndexes(BoundaryElementNo de) ) EXIT
END DO
nparent = GetElementNOFNodes(ParentElement)
DO ParentElementNode=1,nboundary

IF ( n == ParentElement % Nodelndexes(ParentElementNode) ) EXIT
END DO

I get element nodes

CALL GetElementNodes(ElementNodes, BoundaryElement)

The needed space for reading material parameter fro thenjpatement as well as boundary condition
parameters for the boundary element is allocated. In the aithe function being re-visited, we first do a
deallocation, since the values wboundary or nparent may change from element to element (hybrid
mesh)

IF (.NOT.FirstTime) THEN

DEALLOCATE(Density, HeatCapacity, ExtTemp)
ELSE

FirstTime = .FALSE.
END IF
ALLOCATE(Density( nparent ), HeatCapacity( nparent ),&

ExtTemp(nboundary), stat=istat)

IF (istat /= 0) CALL FATAL('simpleRadiation’, 'Allocation s failed)

The following code lines read the values for the parametsss@ated with the boundary element and the
Stefan-Boltzmann constant from the solver input file

I get parameters from constants section

! and boundary condition section
!

DIM = CoordinateSystemDimension()
StefanBoltzmann = ListGetConstReal( Model % Constants, &
'Stefan Boltzmann’,Gotlt)
IF (.NOT. Gotlt) THEN ! default value in Sl units
StefanBoltzmann = 5.6704D-08
END IF
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Emissivity = GetConstReal( BC,’Emissivity’,Gotlt)

IF ((NOT. Gotlt) .OR. &

((Emissivity < 0.0d0) .OR. (Emissivity > 1.0d0))) THEN
load = 0.0d00
CALL WARN('simpleRadiation’,’No Emissivity found.”)
RETURN ! no flux without or with unphysical emissivity

END IF

ExtTemp(1l:nboundary) = GetReal( BC,’External Temperatur e’,Gotlt)
IF (.NOT.Gotlt) THEN
WRITE (Message, *) 'No external temperature defined at point no. ’, n
CALL Warn('simpleRadiation’, Message)
ExtTemp(1l::nboundary)= temp
END IF

Work => ListGetConstRealArray( BC,’Radiation Vector’,Go tit)
IF ( Gotlt ) THEN
radvec = 0.0D0O0
NormDir = SQRT(SUM(Work(1:DIM,1) * Work(1:DIM,1)))
IF (NormDir /= 0.0d00) THEN
radvec(1:DIM) = Work(1:DIM,1) *Work(4,1)/NormDir
ELSE ! no radiation for weird radiation vector
Absorption = .FALSE.
END IF
ELSE ! no absorption without radiation vector
Absorption = .FALSE.
END IF

If absorption of an incoming radiation vector has to be cotagduthe surface normal has to be inquired

I get surface normals ( if needed )
!

IF (Absorption) THEN

U = BoundaryElement % Type % NodeU(BoundaryElementNode)

V = BoundaryElement % Type % NodeV(BoundaryElementNode)

Normal = NormalVector(BoundaryElement, ElementNodes, U, V, .TRUE))
END IF

Thereafter, the needed material parameters are read frerméterial section of the solver input file that
associated with the body for which the radiation boundarnydition is computed

I get material parameters from parent element
!

ParentMaterial => GetMaterial(ParentElement)
! next line is needed, if the consequently read
| parameters are themselves user functions
|

CurrentModel % CurrentElement => ParentElement

Density(1:nparent) = GetReal(ParentMaterial, 'Density’ , Gotlt)
IF ((NOT.Gotlt) Density(1:nparent) = 1.0d00
HeatCapacity(1:nparent) = GetReal(ParentMaterial, 'Hea t Capacity’, Gotlt)

IF (.NOT.Gotlt) HeatCapacity(1:nparent) = 1.0d00

I put default pointer back to where it belongs
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!
CurrentModel % CurrentElement => BoundaryElement

Since these material parameters themselves may be givemrmdf user functions, the default pointer
CurrentModel % CurrentElement has to be set to the parent element upon call of the function
GetReal .

Finally the two parts of the total normal heat flux are evaddafl he external load is obtained by dividing
this Laue by the inquired values fBrensity andHeatCapacity

I compute flux and subsequently load
!

IF (Absorption) THEN
normalabsorbtion = -1.0D00 & ! since normal pointing outwar ds
*  Emissivity * DOT_PRODUCT(Normal,radvec)
IF (normalabsorbtion < 0.0d0) &
normalabsorbtion = 0.0d00

ELSE
normalabsorbtion = 0.0d00
END IF
emission = StefanBoltzmann *  Emissivity * &
( temp *+ 4 - ExtTemp(BoundaryElementNode) ** 4) &
| (HeatCapacity(ParentElementNode) * Density(ParentElementNode))

load = normalabsorbtion + emission

END FUNCTION simpleRadiation

Figurell.4shows the result of the heat conduction solver presentegkitiosi11.4in combination with
the functionsimpleRadiation as boundary condition on two oppositely directed boundgbeundary
condition no. 1). Since the radiation vector is aligned vtk x-direction and hence perpendicular with
respect to these two boundaries, the absorption part vesisin one of these boundaries. For the sake of
simplicity, the material parametegsc, andk have been set to unity. The corresponding entries of thesolv
input file for the boundary conditions of the case shown in Eiy4are:

Boundary Condition 1
Target Boundaries(2) = 1 2
Boundary Type = String "Heat Flux"
External Load
Variable Temp
Real Procedure "radiation_flux.exe" "simpleRadiation"
External Temperature = Real -20.0E00
Radiation Vector(4) = Real -1.0E00 0.0E00 0.0E00 1.0EO1
Emissivity = Real 0.5
End

Boundary Condition 2
Target Boundaries = 3
Boundary Type = String "Given Temperature"
Temp = Real 0

End

Boundary Condition 3

Target Boundaries = 4

Boundary Type = String "Adiabatic"
End
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Tenp

Figure 11.4: Result of the heat conduction solver applyhgy gimplified radiation boundary condition
described in this section. The coordinate directions a$ agethe number of the corresponding boundary
condition section are shown. The latter can be comparedttsdiver input file entries shown in this section.
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11.4 Writing a Solver

In EImer an additional solver may be provided by dynamiclitiged subroutines. The pre-defined interface
of a solver subroutine is

SUBROUTINE mysolver( Model,Solver,dt, TransientSimulat ion )
TYPE(Model_t) :: Model
TYPE(Solver_t) :: Solver
REAL(KIND=dp) :: dt
LOGICAL :: TransientSimulation

The first argumentModel , is the same structure also passed to a user function (séensét.3. The
second argumengolver , is of typeSolver_t and contains all information upon options set for this
particular solver. The timestep sizét , and a boolean variabl@ransientSimulation , indicating
whether the solver is to be run as a part of a transient (valRUE. ) or steady state (value .FALSE.)
simulation are further arguments of the solver subroutine.

11.4.1 Structure of a Solver

The well known structure of a linearized partial differegquation (PDE) for the scaldrin the variational

formulation is
oT;

ot
with the mass matrixVl; ;, the stiffness matrixA; ; and the force vectoi;.

Time-stepping and the coupled solver iteration — i.e., teady state or time level iteration of several
solvers of the simulation — is taken care of by the main parthef EImer Solver. The task of the user
supplying a user defined solver subroutine is to linearizesntually nonlinear PDE and to supply the
Elmer Solver with the element-wise components for the roasras well as the force vector.

This leads to a principle structure of a user defined solvbrautine as it is depicted in Figl1.5 We
further will explain the construction of a user solver sultine by discussing an example case.

M, + AT, =F, (11.4)

11.4.2 Example: Heat Conduction Equation

In order to provide a simple example, we want to explain hoggblution of the purely convective heat
transport equation is implemented in Elmer. This exampj#aixs:

e reading solver parameters from the solver input file

e assembly of the local element matrix components for the dioarad a Neumann condition including
explanation of the most important Elmer Solver routinesdeekefor linear system matrix assembly
and solution

e how to deal with non-linear and transient PDE’s

e how to implement Dirichlet boundary conditions
For constant density, and heat capacity,, this equation may be written as
oT k h
— =V (—VT)=—, (11.5)
ot Cp O Cp O

whereT stands for the temperaturefor the heat conductivity andl is the heat source.
The variational formulation ofl(1.5 reads after partial integration of the conduction termapplication
of Green’s theorem

aT%dV—l—/iVT- V7~ dV =
ot Cp O
v

v

/ Lav+ 74 (kY1) i1 5dA, (116)

—Qn
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ElmerSolver Main

| Steady state iteration (coupled system)
User Subroutine

— Initialization

Nonlinear iteration loop

Domain element loop

often provided as
subroutine inside
the solver routine

Matrix assembly for domain element

until last bulk element

Boundary element loop

often provided as
subroutine inside
the solver routine

Matrix assembly for von Neumann ang
Newton conditions at boundary element

A

until last boundary element

— set Dirichlet boundary conditions

— solve the system

relative change of norms < Nonlinear Toleranceg
or
nonlinear max. iterations exceeded

. relative change of norms < Steady State ToIeranée

until last timestep

Figure 11.5: Flowchart of a user defined solver subroutirtbiwiElmer Solver. The grey underlayed area
indicates the tasks of a simulation that are provided by Elmleereas the white area contains the flowchart
for the source code of the user subroutine. Arrows pointig ihis field indicate needed subroutine/function
calls to Elmer Solver.
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wherev; is the basis-functiorly anddV is the element volume and its enclosing surface, respégtivhe
surface normal ofV is denoted byi. According to the Galerkin method, the variable is givefi'as T}+;,
with the sum taken over the indgx Comparing with 1.4 leads to the matrices and vectors

M, Z/’Yj%‘ av,

|4
k
A= | —Vy; - Vv,
’ /cpg L (11.7)
|4
h dn
Fl‘ = —V’}/i dv + Yi dA.
Cp O Cp 0

=l

Although the external heat flux perpendicular to the surfiasamal, ¢,,(T"), in general is a function of
the temperature we want to keep it formal as being prescribéehce, only a contribution in the force
vector occurs in our formulation. Mind, that a linear or lémzed expression af,, (T) directly could give a
contribution to the stiffness matrix at the entries cormegting to boundary nodes. In our approach, even in
the case of a linear dependengyT") « 7' we have to iterate the solution because of our treatmenteof th
boundary condition.

The header contains the declaration needed variables —igettr give them self explaining identi-
fiers. Furthermore, allocations of the needed field arragglane for the first time the subroutine is visited
(checked by the boolean variabdlocationsDone ). The variable names of these arrays then have to
be included in th&&AVEstatement at the end of the variable declaration block.

SUBROUTINE MyHeatSolver( Model,Solver,dt, TransientSim ulation )
USE DefUtils

IMPLICIT NONE

TYPE(Solver_t) :: Solver
TYPE(Model_t) :: Model

REAL(KIND=dp) :: dt
LOGICAL :: TransientSimulation
|

I Local variables
|

TYPE(Element_t),POINTER :: Element
LOGICAL :: AllocationsDone = .FALSE., Found, Converged

INTEGER :: n, t, istat, other_body id, iter, Nonlinearlter

REAL(KIND=dp) :: Norm, PrevNorm=0.0d00, NonlinearTol, Re lativeChange
TYPE(ValuelList_t), POINTER :: BodyForce, Material, BC, So IverParams
REAL(KIND=dp), ALLOCATABLE :: MASS(;,:), STIFF(;:), LOA D(:), FORCEC()
REAL(KIND=dp), ALLOCATABLE :: HeatCapacity(:), HeatCond uctivity(:),&
Density(:), ExternalTemp(:), TransferCoeff(:), HeatFlu X(2)

CHARACTER(LEN=MAX_NAME_LEN) :: BoundaryType

SAVE MASS, STIFF, LOAD, FORCE,&
HeatCapacity, HeatConductivity,&
Density, ExternalTemp, TransferCoeff, HeatFlux, &
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AllocationsDone, PrevNorm

lAllocate some permanent storage, this is done first time on ly:
I
IF ( .NOT. AllocationsDone ) THEN

N = Solver % Mesh % MaxElementNodes !big enough for elemental arrays

ALLOCATE( FORCE(N), LOAD(N), MASS(N,N), STIFF(N,N), STAT =istat )

IF ( istat /= 0 ) THEN

CALL Fatal( 'MyHeatSolve’,&
'Memory allocation error for matrix/vectors.’ )

END IF
ALLOCATE( HeatCapacity(N), HeatConductivity(N), Densit y(N),&
ExternalTemp(N), TransferCoeff(N), HeatFlux(N), STAT=i stat )
IF (istat /= 0 ) THEN
CALL Fatal( 'MyHeatSolve’,&
'Memory allocation error for parameter arrays.’ )

END IF
AllocationsDone = .TRUE.
END IF

In the next step, information on the nonlinear iteration énly read from the solver section of the solver
input file

IRead in solver parameters
|
SolverParams => GetSolverParams()
IF (NOT. ASSOCIATED(SolverParams))&

CALL FATAL('MyHeatSolve’,’'No Solver section found’)
Nonlinearlter = Getlnteger(SolverParams, &

'‘Nonlinear System Max Iterations’, Found)

IF ( .NOT.Found ) Nonlinearlter = 1
NonlinearTol = GetConstReal( SolverParams, &

'Nonlinear System Convergence Tolerance’, Found )
IF ( .NOT.Found ) NonlinearTol = 1.0D-03

Therafter, the nonlinear iteration loop (outermost looytaf white underlayed area in Figl1.5 is started
and the linear system solver is initialized (routiDefaultinitialize )
I

I Nonlinear iteration loop
I

DO iter=1,Nonlinearlter
Converged = .FALSE.
WRITE(Message,’(A,15,A,15)") 'Nonlinear iteration no.’ Jiter,&
" of max. ', Nonlinearlter
CALL INFO('MyHeatSolve’,Message,level=1)

linitialize the system and do the assembly:
|

CALL Defaultinitialize()

The next loop is over all elements in the simulation domainsmiver has been assigned ®ofver %
NumberOfActiveElements ). The functionGetActiveElement inquires the element associated
with the element numbaer. This call at the same time also sets the default poiGtarentModel %
CurrentElement  to that particular element, which is important if subsedlyecalled functions rely on
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this pointer to be set correctly (see sectidn3. After inquiring the number of nodes the nodal material pa-
rameter values, — HeatCapacity(1:n) , k — HeatConductivity(1:n) ando — Density(1:n)

are read in. If one of these parameters is not found ffeund == .FALSE. ), a default value of 1 will
be set in order to avoid division by zero.

! Assembly for the domain
PO

DO t=1,Solver % NumberOfActiveElements

I get element info

Element => GetActiveElement(t)
n = GetElementNOFNodes()

I get material parameters

!

Material => GetMaterial()

IF (.NOT. ASSOCIATED(Material)) THEN
WRITE(Message,’(A,I5,A)) &

'No material for bulk element no. 't,’ found.’
CALL FATAL('MyHeatSolve’,Message)
END IF
HeatCapacity(1:n) = GetReal(Material, 'Heat Capacity’, F ound )

IF (NOT. Found) HeatCapacity(1:n) = 1.0D00
HeatConductivity(1:n) = &

GetReal(Material, 'Heat Conductivity’, Found )
IF (NOT. Found) HeatCapacity(1:n) = 1.0D00
Density(1:n) = GetReal(Material, 'Density’, Found )
IF (NOT. Found) Density(1:n) = 1.0D00

In order to call the subroutine taking care of the compositid the element matrices and force vector
(subroutineLocalMatrix ), the load vector — in our case the heat soufce» LOAD(1:n) — has to
be read from the body section of the solver input file. In theecaf a transient simulation (indicated by
TransientSimulation == .TRUE. ) the first order time discretization is accounted for usihg t
subroutineDefaultlstOrderTime . Mind, that also higher order time discretization routimesuld be

at hand. The local matrix is added to the global coefficientrinaf EImer Solver calling the subroutine
DefaultUpdateEquations

IGet load for force vector
!
LOAD = 0.0d0
BodyForce => GetBodyForce()
IF ( ASSOCIATED(BodyForce) ) &

LOAD(1:n) = GetReal( BodyForce, 'Heat Source’, Found )

IGet element local matrix and rhs vector:
|

CALL LocalMatrix( MASS, STIFF, FORCE, LOAD, Element, n,&
HeatCapacity, HeatConductivity, Density, TransientSimu lation)

IlUpdate global matrix and rhs vector from local matrix & vect or:
| mmcmmmmmmmmmmmmmmmmmmmmmmmeee s
IF ( TransientSimulation ) THEN
CALL DefaultlstOrderTime( MASS,STIFF,FORCE )
END IF
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CALL DefaultUpdateEquations( STIFF, FORCE )

END DO ! end Assembly for the domain
oo mmmmmmmmmmmmmmmmmemeee e

After the bulk elements, the contribution to the coefficiemattrix and the force vector from a Neumann type
of boundary condition has to be taken into account. To thés @ are looping over all boundary elements.
Their total number is given by Solver % Mesh % NumberOfBoundaryElements . The routine
ActiveBoundaryElement checks whether the previously inquired element is part afablary condi-
tion that has been assigned to our solver. If the value 1usmet from the functioetElementFamily

—i.e. we are dealing with boundary element given at a poirneht — the element also will be skipped,
since Neumann conditions cannot be set on such elemengsly-ihe list-pointer to the associated boundary
condition section@GetBC) is set and the local matrices and vectors are initiated to. ze

! assembly of Neumann boundary conditions
| mm e mmcmmmmmmmmmmmmmmmmmmmmmmmmmee e

DO t=1, Solver % Mesh % NumberOfBoundaryElements

I get element and BC info
I
Element => GetBoundaryElement(t)

IF ( .NOT.ActiveBoundaryElement() ) CYCLE
n = GetElementNOFNodes()

I no evaluation of Neumann BC’s on points
IF ( GetElementFamily() == 1 ) CYCLE

BC => GetBC()

FORCE = 0.0d00
MASS = 0.0d00
STIFF = 0.0d00

Since we have to define between different types of boundagitions, we inquire the contents of a keyword
Boundary Type from the solverinputfile. If this string is equal teeat flux’ , the variable with the
nameExternal Load’ will be read in from the boundary condition IiBC. Thereafter, the contribution
to the force vector will be computed by the internal subnoeBoundaryCondition (see later in this
code). Mind, that the external load is not the given heat fjx but its value divided by the heat capacity
and the density] = ¢, /(c, 0). This has to be taken care of if a numerical value or even afusetion

is provided in the solver input file (see sectidh.3.3. In the case of no boundary type being found or
an unknown string being detected, the natural boundaryitondzero flux perpendicular to the surface,
will be assumed. This is equivalent to tteliabatic’ boundary condition. In the case tfiven
temperature’ the natural boundary condition will be altered by the mainianipulation arising from
the Dirichlet boundary condition (see later in this code).

I check type of boundary and set BC accordingly
I
BoundaryType = GetString(BC,'Boundary Type’,Found)
IF (NOT. Found) CYCLE
I natural boundary condition
IF ((BoundaryType == ’adiabatic’)&
.OR. (BoundaryType == ’given temperature’)) THEN
CYCLE
I external heat flux
ELSE IF(BoundaryType == ‘heat flux’) THEN
I get external load; mind that this is the heat flux
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I divided by the density and heat capacity
LOAD(1:n) = LOAD(1:n) + GetReal(BC, External Load’, Found )
I do the assembly of the force vector
CALL BoundaryCondition(LOAD, FORCE, Element, n)
ELSE
WRITE(Message,’(A,13,A))&
'No boundary condition given for BC no. ’',GetBCld(),&
. Setting it to adiabatic.’
CALL WARN('MyHeatSolve’,Message)
CYCLE
END IF

The boundary element loop is closed after the componenesystatrix and vector are updated for the
current boundary element.

IF ( TransientSimulation ) THEN

MASS = 0.d0
CALL DefaultlstOrderTime( MASS, STIFF, FORCE )
END IF

CALL DefaultUpdateEquations( STIFF, FORCE )

Before setting the Dirichlet conditions (i.e., given boangtemperatur&’) using the subroutinBefaultDirichletBCs()
itis importantto finish the element-wise assembly of the &lBolver system matrix callingefaultFinishAssembly

CALL DefaultFinishAssembly()

I call EImer Solver routine for Dirichlet BCs
|

CALL DefaultDirichletBCs()

The system is solved by the function cBlefaultSolve , which returns the normN™ of the solution
vectorT; for then-th nonlinear iteration step. This is needed in order to irgjthe change of the solution
between two steps. If the relative norm

Nn—l _ N
R= 27| | ,
Nn—l + Nn
is smaller than the given toleran®onlinear System Tolerance of the solver section, then the

nonlinear iteration is taken to be converged.

! Solve the system

Norm = DefaultSolve()

I compute relative change of norm
!
IF ( PrevNorm + Norm /= 0.0d0 ) THEN

RelativeChange = 2.0d0 * ABS( PrevNorm-Norm ) / (PrevNorm + Norm)

ELSE
RelativeChange = 0.0d0
END IF
WRITE( Message, * ) 'Result Norm . ",Norm
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CALL Info( 'MyHeatSolve’, Message, Level=4 )
WRITE( Message, * ) 'Relative Change : ’,RelativeChange
CALL Info( 'MyHeatSolve’, Message, Level=4 )

! do we have to do another round?
|
IF ( RelativeChange < NonlinearTol ) THEN ! NO
Converged = .TRUE.
EXIT
ELSE ! YES
PrevNorm = Norm
END IF

END DO ! of the nonlinear iteration
| mmcmmmcmmmmmmmmmmmmmmmmmmmmmmmmee e

After leaving the nonlinear iteration loop the status ofwengence shall be displayed on stdio

! has non-linear solution converged?
!
IF ((NOT.Converged) .AND. (Nonlinearlter > 1)) THEN
WRITE( Message, =* ) 'Nonlinear solution has not converged’,&
'Relative Change=',RelativeChange,’>’,NonlinearTol
CALL Warn('MyHeatSolve’, Message)

ELSE
WRITE( Message, =* ) 'Nonlinear solution has converged after ',&
iter,” steps.’
CALL Info(MyHeatSolve’',Message,Level=1)
END IF

In the code lines given above, the user could exchange thimedarn by Fatal if the simulation should
stop upon failed nonlinear iteration convergence.
Further we have to include the needed local subroutineguk&Fortran 90 command

I internal subroutines of MyHeatSolver
| e e

CONTAINS

The subroutind_ocalMatrix ~ composes the local matrices and vectors for a bulk elemen¢. Header
with the variable declaration reads as follows

e mmcmmmcmmmmmmmmmmmmmmmmmmeee e
SUBROUTINE LocalMatrix(MASS, STIFF, FORCE, LOAD, Element , N, &
HeatCapacity, HeatConductivity, Density, TransientSimu lation)
IMPLICIT NONE

REAL(KIND=dp), DIMENSION(:,:) :: MASS, STIFF
REAL(KIND=dp), DIMENSION(:) :: FORCE, LOAD, &
HeatCapacity, HeatConductivity, Density

INTEGER :: n
TYPE(Element_t), POINTER :: Element
LOGICAL :: TransientSimulation

REAL(KIND=dp) :: Basis(n),dBasisdx(n,3),ddBasisddx(n, 3,3)
REAL(KIND=dp) :: detJ, LoadAtIP,&
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LocalHeatCapacity, LocalHeatConductivity, LocalDensit y
LOGICAL :: Stat
INTEGER :: t,i,j,DIM
TYPE(GaussintegrationPoints_t) :: IP

TYPE(Nodes_t) :: Nodes
SAVE Nodes

For the sake of simplicity we use the same identifiers as irstiteer subroutine for the variables in the
argument list.

The next step is to inquire the dimension of the coordinastesy. Thereafter, we get the nodes of the
element using the already introduced funct®etElementNodes . Since the values i@urrentModel
% CurrentElement andCurrentModel % Solver have been set, no additional arguments to the
variableNodes have to be set. After we have initialized the local matrix &adtor components to zero, the
information upon the Gauss-points needed for integrasanquired by the functioGaussPoints . They
returned variabléP is of typeGaussintegrationPoints_t

DIM = CoordinateSystemDimension()

CALL GetElementNodes( Nodes )

STIFF = 0.0d0
FORCE = 0.0d0
MASS = 0.0d0

INumerical integration:
|

IP = GaussPoints( Element )

The integration over the element is done by summing over allgs-points (from 1 to&Vip — IP % n.
The square root of the determinant of the element coordmattem metric tensoy/det(J7 - J) —DetJ

as well as the local basis functiong, — Basis , their derivatives Vv, — dBasisdx , are evaluated
for every Gauss-point using the functi@lementinfo . The variableddBasisddx is just passed as a
dummy argument, since the last argumeetSecondDerivatives is setto.FALSE. . The pointer to
the elementElement , and its nodes\odes and the local variables of the Gauss-poifts% U(t) , IP

% V() andIP % W(t) , are needed as input.

! Loop over Gauss-points (element Integration)
e
DO t=1,IP % n
IBasis function values & derivatives at the integration poi nt:
e oo e
getSecondDerivatives = .FALSE.
stat = Elementinfo( Element, Nodes, IP % U(t), IP % V(), &
IP % W(t), det], Basis, dBasisdx, ddBasisddx, &
getSecondDerivatives)

Thereafter, the material parameters at the Gauss-pomevatuated, using the basis function. For instance,
the local densityp|;p — LocalDensity  at the Gauss-point is evaluated as follows:

Q|1P = Qz‘%|1p7

with the sum taken over the nodal indéx The load vectoh/(oc,)ip — LoadAtlP is evaluated in a
similar way.
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IMaterial parameters at integration point:
|

LocalHeatCapacity = SUM( HeatCapacity(1:n) * Basis(1:n) )
LocalHeatConductivity = SUM( HeatConductivity(1:n) * Basis(1:n) )
LocalDensity = SUM( Density(1:n) * Basis(1:n) )

IThe source term at the integration point:
|

LoadAtIP = SUM( Basis(1:n) * LOAD(1:n) ) &
/(LocalHeatCapacity * LocalDensity)

The force vector is obtained by the integral over the elemehich is approximated by the sum over all
Gauss-point contributions

Nip

h h
= [ oDy =3 (VB a3 ) e
v t=1

The model coordinate system metrls2 — IP % s(t) as well as the previously inquired element
coordinate system metri¢/det(J7 - J) — DetJ have to be taken into account.
The matrix components are evaluated in complete analodyetforce vector

Nip

My = /’yﬂi v~ Z (” ds®y/det(JT 'J)’Yj%) 1P,
\4 t=1
Nip

k k
Aij= | =V - VyidV = Y | Vds? T.J)—— (Vv - V)| e,
; /c,,g % Vid ;_1:[ B2\t (aT ) (7 w] ip
J ~

where the dot product of the first derivatives of the basiscfiam is implemented using the expression
V7; - Vi — SUM(dBasisdx(i,1:DIM) * dBasisdx(j,1:DIM))

! Loop over j-components of matrices and over force vector
| mcccccmmmmmmmmmmmmmmmmmmmmmmmmmm———————————

DO j=1,n
FORCE() = FORCE() + IP % s(t) * Det] » LoadAtlP * Basis())

! Loop over i-components of matrices

DO i=1,n
IThe mass matrix, if needed
!
IF (TransientSimulation) THEN
MASS(i,j)) = MASS(i,j)+ IP % s(t) * Det] * &
Basis(i)  *Basis(j)

END IF

IFinally, the stiffness matrix:
!
STIFF(i,j) = STIFF(i,)) &
+ IP % s(t) = Detd » LocalHeatConductivity &
* SUM(dBasisdx(i,1:DIM) * dBasisdx(j,1:DIM))&
/(LocalDensity * LocalHeatCapacity)
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END DO ! end Loop over j-components of matrices and vector

END SUBROUTINE LocalMatrix
fem o mmmmmmmmmmmmmmmmmmmmmemeee

The last two statements in the code sequence given abowetb@soop over the Gauss-points and provide
the end statement of the local subroutinecalMatrix

The subroutindBoundaryCondition evaluates the contribution to the force vector at the boonele-
ments with given external lodd= g,,/(c, ©) — LOAD

Nip
F; = %ldv ~ Z (\/ds%/det(JT -J)l) |tp-
t=1

oV

Since this is implemented in complete analogy to the assedftthe force vector in the previously discussed
subroutind_ocalMatrix  , a detailed explanation can be omitted

SUBROUTINE BoundaryCondition(LOAD, FORCE, Element, n)
IMPLICIT NONE

REAL(KIND=dp), DIMENSION(:) :: FORCE, LOAD
INTEGER :: n
TYPE(Element_t), POINTER :: Element

REAL(KIND=dp) :: Basis(n),dBasisdx(n,3),ddBasisddx(n, 3,3)
REAL(KIND=dp) :: detJ, LoadAtIP,&
LocalHeatCapacity, LocalDensity
LOGICAL :: stat, getSecondDerivatives
INTEGER :: t}
TYPE(GaussintegrationPoints_t) :: IP

TYPE(Nodes_t) :: Nodes
SAVE Nodes

CALL GetElementNodes( Nodes )
FORCE = 0.0d0
INumerical integration:

!
IP = GaussPoints( Element )

! Loop over Gauss-points (boundary element Integration)

DO t=1,IP % n
IBasis function values & derivatives at the integration poi nt:
I e
getSecondDerivatives = .FALSE.
stat = Elementinfo( Element, Nodes, IP % U(t), IP % V(), &
IP % W(t), detJ, Basis, dBasisdx, ddBasisddx, &
getSecondDerivatives)
IThe source term at the integration point:
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!
LoadAtIP = SUM( Basis(1:n) * LOAD(1:n) )

DO j=1,n
FORCE() = FORCE() + IP % s(t) * Det] » LoadAtlP * Basis(j)
END DO
END DO

END SUBROUTINE BoundaryCondition
e mmeeeeeee L

The Fortran 90 file is completed providing the end statemarthie user solver subroutindyHeatSolver

END SUBROUTINE MyHeatSolver
S

11.4.3 User Defined Functions and Subroutines in Parallel

User defined functions (boundary and initial conditions a#l as body forces) and routines (solvers) do not
have to be especially adopted to be run withiElmerSolver_mpi  call. Nevertheless, there might be
special situation that demand additional code-lines tadagsues caused by parallel execution. To that end,
one has to be able to retrieve certain information on thellghemvironment. Therefore, a special type exist
within Elmer with the following entries:

TYPE ParEnv_t

INTEGER . PEs

INTEGER ;. MyPE

LOGICAL ;o Initialized
INTEGER :» ActiveComm
LOGICAL, DIMENSION(:), POINTER ;o Active

LOGICAL, DIMENSION(:), POINTER .. IsNeighbour
LOGICAL, DIMENSION(:), POINTER :: SendingNB
INTEGER ;- NumOfNeighbours

END TYPE ParEnv_t
The following list shall give an overview of the most impartaperations in this context:

How many parallel processes/domains are there in the currdrrun? This can be accessed by
the construcParEnv % PEs. For instance, the following line can be used to introduceamth
between instructions for a serial and a parallel EImer run:

I serial run
IF ( ParEnv % PEs <= 1 ) THEN

ELSE ! parallel run

ENDIF

What parallel process/domain is the current task being run m? This number can be inquired via
the construcParEnv % myPe

What parallel process/domain my element belongs toff the pointerCurrentElement  is point-
ing to the actual element of interest, the host process/dotinia CurrentElement % partindex

For instance, in combination with the instruction in thevpoes point, this can be used to inquire
whether an element actually is being processed within ttmeadio (is part of the domain’s matrix) or
is just an halo-element:
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! skip rest of routine, because element is not
! part of the domain (halo-element)
IF (ParEnv % myPe .NE. Element % partindex) CYCLE

Is the parallel process/domain with indexi a neighbour of my current process/domain?This is
inquired by the logical value iRarEnv % IsNeighbour(i)

How many neighbour processes/domains does my current pross/domain have?This is inquired
by the logical value irParEnv % NumOfNeighbours

2 a2 o o L o e

11.5 Compilation and Linking of User Defined Routines/Fundbns

Elmer provides a scriglmerf90  (residing inSELMER_HOME/bin) for compilation of external routines.
This makes sure that the same compiler the Elmer instafldtas been compiled with is used for compi-
lation of the additional routines. This is necessary, asligunodules of different Fortran compilers are
incompatible. Additionally, the script contains the nesa@y compiler options in order to take care that the
essential libraries are being linked to the resulting sthaigect.

Compilation of ones own code is quite straight forward. Bssential, that the wrappelmerf90 isin
the path of the system (or alternatively called with its gatbceded). If now the routines/functions are in the
file mySolver.f90  then the dynamically linked object is obtained under UNIXiix with the command

elmerf90 mySolver.f90 -o mySolver

Under Windows XP, compilation can be made via the ElImerGUhanually using the command window
(Windows XP: Start— Run, entecmd). Preferably, the source file should be in the tree of the El@s.,

Machine Devices Help

Fle Edb Vew Favortes Took Help

Qo - @ (F POseuch [ s [T~
addiess 3 CAg

v
FDffusion... FOFfusiondll FiterTimese. .. FindOptimu.., Flawsalve.dl Fludirorce.dl Flacsalver.dl

File and Folder Tasks

P 2 Y 3 & &8 3 3

D) Copy the seleced tems
7]

ce... HeatSolvedl Helmholt2BE. . Helmholtz5... KESalver.dl  Komega.dl

[

shi,., SaveDatadl Scal

)

omega.dl StatCurrent... StatElecsol

3

Structured... TransportEq, . Y2FSoiver.dl VortickyS

ot shel

& 3l

I INANYY
Professional

= @

SOFLEL G nman

Figure 11.6: Manual compilation of additional modules imdéws XP

C:\ElImer6.0 ) installation under the director@:\EImer6.0\share\elmersolver\lib . From
within this directory, the command

elmerf90 myOwnRoutines.f90

should create the shared objetySolver.dll that should be found automatically in every Elmer run.
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Format of mesh files

In this appendix the format of EImerSolver mesh files is desti The mesh data are arranged into four sepa-
rate files:mesh.header , mesh.nodes , mesh.elements ,andmesh.boundary . Here the contents
of these files will be described.

In the mesh files numeric codes are used for distinguishifigrdnt element types. For the element type
codes and the node numbering order of the elements see glendigD.

A.1 The format of header file

The header filanesh.header tells how many nodes and elements are present in the meshinékeof
this file are organized as

nodes elements boundary-elements
nof_types

type-code nof_elements

type-code nof_elements

In the first line the numbers of nodes, elements, and bourglargents are given, while the count in the
second line is the number of different element types usetténntesh. The lines which follow give the
numbers of elements as sorted into different element types.

For example, the following header file

300 261 76
2

404 261
202 76

tells us that the mesh is composed of 300 nodes, 261 elenznts6 boundary elements. Two different
element types are used in the mesh: there are 261 elemeneatdde 404 (bilinear quadrilateral) and 76
elements of type code 202 (linear line element).

A.2 The format of node file

The file mesh.nodes contains node data so that each line defines one node. Eachtdiris with two
integers followed by three real numbers:

nilpxyz
n2 pxyz

npxyz
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The first integer is the identification number for the nodee $hcond integer is a partition index for parallel
execution and is not usually referenced by the solver in #se ©f sequential runs. If the partition index is
not of particular use, it may be set to be -1 (or 1). The real lpers are the spatial coordinates of the node.
Three coordinates should always be given, even if the siiioulavas done in 1D or 2D. It is also noted that
the nodes may be listed in any order.

A.3 The format of element file

Themesh.elements file contains element data arranged as

el body type nl ... nn
e2 body type nl ... nn

en body type nl ... nn

Each line starts with an integer which is used for identifythe element. The integbiody defines the
material body which this element is part of. Then the elentyoe code and element nodes are listed. For
example, the element file might start with the following bne

1140412 32 31
21404 2 3 33 32
31404 3 4 34 33
4 1 404 4 5 35 34

A.4  The format of boundary element file

The elements that form the boundary are listed in therfiessh.boundary . This file is similar to the
mesh.elements file and is organized as

el bndry pl p2 type nl ... nn
e2 bndry pl p2 type nl ... nn

en bndry pl p2 type nl ... nn

The first integer is again the identification number of thermary element. Next the identification number
of the part of the boundary where this element is locatedvisrgi Whether the boundary element can be
represented as the side of a parent element defined in threddé.elements s indicated using the two
parent element numbepd andp2. If the boundary element is located on an outer boundaryebtidy,

it has only one parent element and either of these two intapel be set to be zero. It is also possible that
both parent element numbers are zeros. Finally the elerppattode and element nodes are listed.
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Format of result output files

B.1 Format versions

Result files can be written as either ASCII text or in binarkislis controlled by the parameter
Binary output = logical true|false

in the 'Simulation’ section of the .sif file. Default false
The format of the file is recorded on it's first liddt’s either

BINARY w.e
or
ASCIl v

The v at denotes the version number of the format, andetlire the binary format denotes an endianess-
marker; eithel for little endian orB for big endian.

ElmerSolver can read files of older format versions for ngstg, but all new files are written in the
newest formats. The current formats documented here arélA8ion 1 and BINARY version 2.

B.2 General structure

Both binary and ASCII files have the following general sturet In the binary files, the header is separated
from the rest by a null byte. The ASCII format has no such szipar

[File format version line]
[Header]

[<null byte> (binary only)]
[timestep 1]

[timestep 2]

[timestep 3]

[timéstep nj

lexcept for old ASCI! files, that lack the format version limed start with IFile started at:
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B.2.1 The header
The header looks the same for both binary and ASCII (ans igemrin ASCII also for binary files):

IFile started at: date tine
Degrees of freedom:

variable 1 nl s
variable 2 n2 s
variable 3 n3 s

Total DOFs: nTotDOFs
Number Of Nodes: nNodes

Note that in the list of variables, vectors appear both asgove¢DOF > 1) and separate components (DOF =
1).

B.2.2 Timesteps

For each time step, the time and the values of the variabéestared. For vector variables, the components
are stored as separate variables, typically nawaedame 1varname 2etc.
If the parameter

Omit unchanged variables in output = logical true|false

in the 'Simulation’ section of the .sif file is set toaue , only variables whose values has changes since last
time are saved. Default false
For the binary format, the following type specifiers are useithis document:

<s(str) > Null terminated string of characters.
<i(i4) > 4 byte integer.

<j(i8) > 8 byte integer.

<z(dbl) > 8 byte floating point number.

For this part of the file, the general structure of binary ar®CAl files are essantially the same, with just
some minor differences:
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ASCII Binary

Time: ns nt t <Time: (str) ><ns(i4) ><nt(i4) ><t(dbl) >
Variablename_1 <Variablename_(str) >

[Permutation table 1] [Permutation table 1]

: . : . Variable 1's values
.Vm"l(]?l(l)) .<Var1(p1(z))(dbl) > istpi(i) > 0.
Variablename_2 <Variablename_g@tr) >

[Permutation table 2] [Permutation table 2]

' . : . Variable 2's values
.VM2(P2(2)) .<Var2 (p2(i))(dbl) > Vi stpa(i) > 0.
Variablename_3 <Variablename_@tr) >

[Permutation table ps] [Permutation table s3]

' . : . Variable 3's values
Vars(ps(i)) <Vars(ps(i))(dbl) >

Vis.t.ps(z) > 0.

nt=time step numbens= saved time steps numbés, time.

The permutation tables
The permutation tables can be stored in three different ways

1. As an explicit table:

ASCII Binary
Perm: size np <size(i4) ><np(i4) >

Permutation indexes

i () <i(ia) ><p(i)id) > and value (i)
. . Vis.t.p(i) > 0.

size = total size of the permutation table (> 0), amgl = number of positive values in the table.

2. If the permutation table is the same as for the previousbbs, there’s no need to store it again. This
case is written as

ASCII Binary
Perm: use previous <—1(i4) ><Pos(i8) >

Pos in the binary format is the position in bytes of the previoaislé.
3. No permutation table; corresponds to the case
size = np = nNodes, andp(i) =1 V1.
This case is stored as

ASCII Binary
Perm: NULL <0(i4) >
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B.3 The positions file

For binary format, a positions file namealitputfilepos’ will be created. It contains the positions (in bytes)
of the timesteps and variables in the result file, expressel layte integers. It has the following format
(nVar = number of variables):

<Endianess-markéthar) >
<nVar(i4) >

<varname {str) >
<varname tr) >

<varname nVastr) >
<Pos. for Timestep(8) >
<Pos. for variable @g) >
<Pos. for variable @g) >

<Pos. for variable: Var(i8) >
<Pos. for Timestep@@) >
<Pos. for variable @) >
<Pos. for variable @) >

<Pos. for variablei Var(is) >
<Pos. for Timestep@) >
<Pos. for variable @8) >
<Pos. for variable @) >

<Pos. for variablei Var(is) >

Note: Positions are saved fall variables for every time step; even if an unchanged varisile saved
to the result file for a time step, it will still have a positionthe .pos file (i.e. the position of where it was
saved last time). Because of this all timesteps has the samef$n Var + 1) x 8 bytes. Finding the position
of then:th variable of then:th time step is therefore easy; it's found at the

(size-of-heade# ((nVar +1) x (m —1) +n) x 8) : th

byte in the positions file.
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Appendix C

Format of EImerPost Input File

The lines of EImerPost input file are organized as

nn ne nf nt scalar. name vector. name ...

x0 y0 zO

I nn rows of node coordinates (x,y,z)
XN yn zn

group-name element-type i0 ... in

I group data and element decriptions
group-name element-type i0 ... in

#time 1 timestepl timel

VX VY VZ P ..

I nn rows

VX VY VZ P ..

#time 2 timestep2 time2

VX VY VZ p

I nn rows

VX VY VZ P ..

#time n timestepn timen

VX VY VZ P ..

I nn rows

VX VY VZ P ..

The header

The file starts with the header line which contains the foitmpnnformation:
e nn: the total number of nodes

e ne: the total number of the elements including boundary elémen

e nt : the number of time steps for which solution data is stored

The mesh and group data

nf : the total number of degrees of freedom, i.e. the total nurabscalar unknowns in the model

scalar: name vector: name ... : the list which pairs variable names with their types.

After the header the node coordinates are given, each cwusliriplet on its own row. Three coordinates

shoud be given even if the model was two-dimensional.
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Group data consist of the following information:
e group-name : the name of the element group (having the same materiay, biwd)

e element-type :the numeric code giving the element type; see also Appebdix

e The numberf ... in are the indeces of the element nodes. The nodes are refdnesiog the
row indeces of the node coordinate array at the beginningeofite The first node in the array has the
index zero.

Itis noted that there is also another level of element gnogithat can be employed as follows

#group groupl
element-definitions

#group group2
element-definitions

#endgroup group2
element-definitions

#endgroup groupl

The number of element groups is not restricted in any way.

The solution data

For each timestep the following solution data is written:

e #time n t time : n is the order number of the solution data setis the simulation timestep
number, andime is the current simulation time.

e The nextnn rows give the node values of the degrees of freedom. The saeelisted in the same
order as given in the header with the keywosdalar:  andvector:

An example file

Here a very simple example file is given. There is only one eleimthree nodes, one variable, and the
solution data are given for a single timestep:

3 1 1 1 scalar: Temperature
000

100

010

#group all

bodyl 303 0 1 2
#endgroup all
#time 1 1 0

1

2

3
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Appendix D

Basic element types

The basic nodal element types which ElImerSolver can hamdléha linear and quadratic elements in one,
two, and three dimensions. For each element type there isgueicode which consists of the element
family (the hundreds) and the number of nodes.

e nodal element (101)
e linear (element type code 202), quadratic (203) and culld)fine segments

e linear (303), quadratic (306) and cubic (310) triangles, BigureD.1

Figure D.1: The linear (303) and quadratic (306) triangelaments.

bilinear (404), quadratic (408,409) and cubic (412) quathrals, see FigurB.2

linear (504) and quadratic (510) tetrahedrons, see FiDu8e

linear (605) and quadratic (613) pyramids

linear (706) and quadratic (715) wedges

trilinear (808) and quadratic (820,827) hexahedrons (wkisj, see Figur®.4.

The elementtypes are defined in the Blements.def  and new elementtypes may be added by adding
their definitions to this file.
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(0,0) u

Figure D.2: The four-node (404) and eight-node (408) quaierial elements.

Figure D.3: The linear (504) and quadratic (510) tetrahediements.
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Figure D.4: The 8-node (808) and 20-node (820) hexahedemnesits.

CSC - IT Center for Science (@) Bv-nD |



Appendix E

Higher-order finite elements

E.1 Theory

Higher-order finite elements are elements for which the elegf basis functions is higher than They
differ from usual Lagrange -type elements in a sense thatldtitian to nodal basis functions there exists
basis functions, which are associated with edges, facem#aribrs of elements.

e Size modeget their values along some edge of element. They vanishréewather edges and all
nodal points of element. Side modes are defined for all 2d dreleénents.

e Face modegyet their values along some face of element. They vanishrtszather faces and all
edges and nodal points of element. Face modes are only défingd elements.

¢ Internal modes get their values inside element and vanish towards elenfecés, edges and nodal
points. They are defined for all 1d, 2d and 3d elements.

Higher-order elements are usually also calle@lements. Properties for gogeelements include com-
putational efficiency, at least partial orthogonality amerairchy of basis functions. With hierarchy we mean
that if basis for some element of some given degrée? for p + 1 it holds thatB? c BP+!. Orthogonal
properties of basis functions ensure, that condition nurabthe global stiffness matrix does not increase as
dramatically as for nodal (Lagrange) elements of higheeortihis ensures good numerical stability. Some
good references to higher-order finite elements in liteeatue B] by Szabo and Babuska and] py Solin
etal.

The usual element interpolant, now denoted:as, is for p elements the sum of nodal, edge, face and
bubble interpolants

Up,p = u}’l’p—f—uip—i—uﬁp—f—uzp (E.1)

whereu;, ., is nodal interpolant as defined before ardep edge uh face andub bubble interpolants. Let
n. be the number of edges ang number of faces in an element Edge and face interpolantéedireed as

Ne
€ — €;
Uhyp = Zuh,p
i=1
nf

fi
Z Uh.p
i=1

Contribution of onep -element to global system is equivalent to thakeflement. Naturally for higher-
order elements the number of local stiffness matrix elesi@ntontribute to global system is greater, because
of the larger number of basis functions.

Generally using -elements yields a better approximation than using norineht elements. In fact,
convergence fop elements is exponential when there are no singularitiedensr on the boundary of the

f
Uh,p
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solution domain. When there are singular points inside thmain convergence is algebraic. If singular
point is a nodal point convergence is twice thaheafethod, otherwise it is equal to themethod.

E.2 Higher-order elements in EImer

Elements implemented in EImer follow the ones presente@]inNow let us define some orthogonal poly-
nomials based on Legendre polynomi#&lgx),7 > 0. So called lobatto shape functions are defined
as

00(6) = | 3=y (PO = Pia(©). k= 2.3.... €2

where P, are Legendre polynomials. Functigrhas two of its roots at-1, so now define another function,
©; as

er(§) = ?’5_]6—(52),

Functionse; and p; are used to define higher order elements. Different elemeegpess and their their
basis functions are defined in appen#ix. Pyramidal element used in Elmer is based loosely to Devloos
representation in7].

In EImer elements with varying polynomial degreenay be used in the same mesh. It is also possible
to combine elements of different types in the same mesh, fasedebasis functions for edges and faces
for different element types are compatible with one anoti®ramidal and wedge higher-order elements
to connect tetrahedral and brick elements are also suppofeachieve best possible converge the use of
pyramidal elements in a mesh should be kept to a minimum. &laintinuity of higher order finite element
space used is enforced by the solver, when mettledhentinfo  is used for obtaining basis functions
values for elements.

To combine elements of varying degree in mesh maximum rulsésl. Thus if two or more elements
share an edge and have differing polynomial degrees, mamiofiedge’s degrees is choosed as degree of
global edge.

To declare polynomial degree greater than one to an elerakment definition ilmesh.elements
-file needs to be changed. Forelements, element definition syntax is

k=2,...,p (E.3)

Te[ppe]

whereT, = {202,303, 404, 504, 605, 706,808} is the element type ang. > 1 polynomial degree of
element. Setting. = 0 equals using normal linear basis defined in Elmer. For exangptriangle with
polymial degreet could be defined in mesh.elements file as follows

303p4

The actual number of degrees of freedom for edges, faceshbilds of element types is defined by
element polynomial degrge Each degree of freedom in element is associated with sosie famction.
The following table gives the number of degrees of freedonefements used in Elmer.
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| Element | Nodes| Edges | Faces Bubbles
Line 2 - - p—1
Quadrilateral| 4 4(p—1) - (p—2)2(p—3)
Triangle 3 3(p—1) i (pfl)g(pﬂ)
Brick 8 12(p—1) | 3(p—2)(p—3) (p—3>(pg4)(p—5)
Tetrahedron 4 6(p—1) | 2(p—1)(p—2) (pfl)(pg2)(p73)
Wedge 6 9(p—1) - (p—2)(p53)(p—4)
(quad. face) - - w _
(triang. face)| - - (p—1)(—2) )
Pyramidi 5 8(p—1) - (p—l)(pg2)(p—3)
(quad. face) - - % _
(triang. face)| - - 20-1)(p—2) -

It is worth noting, however, that used Solver (HeatSolvees3Solve, etc.) used must be modified to
support elements of higher degree. Usually this only césisis making local stiffness matrix and force
vector larger.

A p-element passed to Elmer gaussian point gene@dossPoints  defined in moduléntegration
returns enough integration points to integrate worst casdyzt of two element basis functions. Here worst
case is integration over two basis functions for which = max{p., ps, p»}. As gaussian quadrature is
accurate to degree= 2n — 1, wheren is the number of points used, number of points for each eléisen
calculated from

" 2pm +1
2
and rounded up to nearest integer. To get the final numberinffr multiple integralsy is raised to the
power of element dimension. If integral includes a non-tamisfactor, i.ef,. a¢;¢; wherea is a function
of degreét, numerical integration is not accurate and number of irgggn points needs to be set manually.
Now minimum number of gaussian points to integrate elemeaiiately becomes

(E.4)

" min {me +2k', 3pm} +1 (E5)

which may again be rounded up to nearest integer and raigemiter of element dimension to get the actual
number of integration points.

E.2.1 Boundary conditions

Boundary elements (elements, which lie on a boundary of gpatational domain) obey the parity of their
parent element. Basis for elements on boundary is definedatattrepresents a projection from high to
low dimension in element space. Thus it is possible to iregalong the boundary of the computational
domain and use values obtained to set Neumann boundarnyticorsdifor example. Treatment of Neumann
and Newtonian is analogous to classical cases presentedrig fimite element method textbooks, except
for the greater number of basis functions to set.

In Elmer, Newtonial and Neumann boundary conditions ardgentegrating over element boundaries
and contributing these integrals to global system. For éigirder elements this procedure may also be
used, because higher order functions of boundary elemeatgieen the direction of their parent. Thus
values returned for boundary element are equal to valudseaf parent elements higher order functions on
element boundary. Indexes for contribution to global systeay be acquired from procedure defined in
moduleDefUtils

getBoundarylndexes( Mesh, Element, Parent, Indexes, indS ize )

which returns global indexes of contribution for boundalgneentElement to given vectorindexes
given the finite element medilesh and parent elemerRarent of boundary element. Also the size of
created index vector is returneditalSize
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Nonhomogeneous Dirichlet type boundary conditions, €.g. g, on9T are more difficult to handle for
higher order elements. Even though the nodal values are tiknitve coefficients of higher order functions
are linear combinations over whole element boundary anslittaannot be set as a nodal value.

SubroutineDefaultDirichletBCs solves unknown coefficients of higher order functions by-min
imizing boundary problem energy. Problem given is then emjant to that of standard fem, except that
integrals and functions are calculated along boundarye€tmputational domain. Generally, from a solver
user point of view, Dirichlet boundary conditions need nar&xactions compared to the use of normal
elements.

E.2.2 Some practical aspects

Typical singular points in the solution are points where iaary condition or material parameters change
abruptly or vertex type singularities (such as the innerenaith I-shaped beam or a crack tip). In these cases
convergence of thg-method is twice that ok-method.

However, it is much more expensive computationally to ugg hpolynomial degree than use many
elements of low degree. Therefore, if possible, mesh shmititEsigned in a way that near nodal singularities
small low degree){ = 1) elements were used. In other parts of the solution domdigrevthe solution
is smoother, large elements with high polynomial degreeaargced. As Elmer is nokp-adaptive, and
element polynomial degree is not modified by the solver, ndestign issues must be taken into account for
computational efficiency.

Itis well known that for linear problemsi it is possible reéube size of the global problem by leaving out
all bubble functions. This procedure is often called corsd¢ion. In EImer condensation for local stiffness
matrix may be done (and is adviced to be done) for linear systehich do not need stabilization. Con-
densation is done by routir@ondensateP located in modulé&olverUtils . More precisely routine is
expressed as

CondensateP(N, Nb, K, F, F1)

whereNis the number of all nodal, edge and face degrees of freetldrthe number of internal degrees of
freedom K local stiffness matrixk local force vector ané1 optional second force vector.

E.3 ElmerSolver services for higher-order elements

This section describes some of the services relatpctements, which are included in different parts of the
Solver.

E.3.1 Properties ofp element

For determiningy element properties there are several utilities. First bitas possible to check if some
elementis @ element by checking elemens®fElement flag. If flag is set to true, element igyaelement.
Functions

isPTriangle( Element )
isPTetra( Element )

isPPyramid( Element )
isPWedge( Element )

check if given element ig type triangle, tetrahedron, pyramid or wedge. They are @manted because
usedp reference triangles, tetrahedrals, pyramids and wedgeditierent than those defined for Lagrange
type elements. For determining maximum degrees of elentg@sor faces, routines

getEdgeP( Element, Mesh )
getFaceP( Element, Mesh )

return the maximum polynomial degree of elements edgesesfavhen giveilement and finite element
meshMesh.
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E.3.2 Fields related top elements

In moduleTypes , typeElement_t has followingp element related fields

INTEGER :: TetraType
LOGICAL :: isPElement
LOGICAL :: isEdge
INTEGER :: localNumber
INTEGER :: GaussPoints

Tetratype  defines type of tetrahedralelement. For nontetrahedral elememttratype=0 , for
tetrahedral elementetratype= {1, 2}.

isPElement definesif an elementis of higher-ordePElement=.TRUE. for p-elements,FALSE.
otherwise.

isEdge defines if an element is edge element for some higher entty,edge or face of a 2d or 3d
element. IfisEdge=.TRUE. elementis an edgeALSE. otherwise.

localNumber defines the local number of boundary elements, that is whical ledge or face number
boundary element has in respect to its’ parent element.

GaussPoints  defines the number of gauss points for element. Value is ledéiifromn = (222+1)d,
whered is element dimension ang,, element maximum polynomial degreeis rounded up to nearest inte-
ger. VariableGaussPoints has enough quadrature points to integrate function of @&elyrg accurately.

When modifying local solver to support higher order elersetihe maximum size for some element
stiffness matrix or force vector may be obtained from mediatéde MaxElementDOFs . This variable is
set by the mesh read-in process to the maximum degrees dbfre#or single element in mesh.

E.3.3 Higher order basis and element mappings

Basis for higher order elements is defined in modelementBase . Module contains also definitions
for ¢ andy -functions and Legendre polynomials. These definitionehsmen generated to implicit form
with symbolic progranMaple [1] up topmax < 20. This mean that no recursion is needed for generation of
values of Legendre polynomials or other lower level compasbased on them, if used< puax.

Generally higher order basis functions take as their argusihe point in which to calculate function
value and indexingm(i, j) orm(i, j, k) depending on the function type. All edge functions take iditoh
to these parameters a special optional flag, naimelgrtEdge , which defines if direction of edge basis
function needs to be inverted. In Elmer all edges are glghadl/ersed from smaller to higher node. That s,
let A and B be global node numbers of edges. The varying parameter &f fethgtion then varies between
[-1,1] from A — B globalle. Inversion is then used for enforcing global couity of edge basis functions
which are not properly aligned. Edge rule is presented inéii3.3

E—

A B

Figure E.1: Global direction of edge. For global node indete< B

Most of the face functions take as their optional argumeatitital numbering based on which face
functions are formed. This local direction is formed acdogdo global numbers of face nodes. There are
rules for triangular and square faces. L&tB, C be global nodes of a triangular face. Globally face is
aligned so thatd < B < C. For square faced = min{v,;} wherev; are global nodes of square face and
B, C are nodes next to nodé on face. Square face is aligned by rlle< B < C for these nodes. These
rules are presented in figuEe3.3

Tetrahedral elementis an exception to the above interfdes ri.e. edge and face functions of tetrahedral
elements take type of tetrahedral element as their optiamaiment. This is due to fact that it is possible
to reduce any tetrahedral element to one of the two refermicghedral elements for which all edges and
faces are defined so that their local orientation matchdsafjlarientation. This means, that for tetrahedral
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C D

L. L

A B A B

Figure E.2: Global direction of triangular and quadrilaleaces. For global node indexds< B < C; A
has lowest index among indexes of face.

elements, global continuity does not need to be enforcegkoiper reduction to one of the two reference
elements has been made.

Mappings from element nodal numbers to differgnélement edges or faces are defined in module
PElementMaps . Mappings generally define which nodes of element belongttam local edge or face
of elements. Mappings to elements edges, faces and from fadacal edge numbers may be obtained from
routinesGetElementEdgeMap , GetElementFaceMap andGetElementFaceEdgeMap . Mappings
may also be accessed by via methgds T. P.Map, whereT, is element name anB. = {Edge,Facgis
part of element to get map for. RoutigetElementBoundaryMap  returns mappings for element bound-
aries depending on element type.

For example, to get global nodes for brick face numbeone would use the followingortran90
code

map(1l:4) = getBrickFaceMap(4)
nodes(1:4) = Element % Nodelndexes(map)

E.4 Higher-order elements

Let A\, X2, Ag € {£¢, £n, £(} and additionally), A; = ¢.

E.5 Line

Figure E.3: Line element

E.5.1 Nodal basis

[t
|
[782%

[
|+ o
s
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E.5.2 Bubble basis

L§O) - QS’L(&)? Z = 27 , P
E.6 Quadrilateral
(2 A Us
A 1 A
......................... .>
-1 1|¢
(%1 -1 ;2

Figure E.4: Quadrilateral element

E.6.1 Nodal basis

1
Moo= J0-90-n)
Ny = L0461-n)
Ny = 0480 +n)
Ni = Z0-90+n)
E.6.2 Edge basis
NP = 1)), =2,
N&D = %(1—1—5)@(17),2’22,...,19
N = 0, i =2,
1
N = S0 -9, i=2p
E.6.3 Bubble basis
Nyl = @i(&)e;(n)

wherei,j > 2, i+j=4,...,p
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E.7 Triangle

U1 0 U2

Figure E.5: Triangle element

E.7.1 Nodal basis

1 1
L, = 5(1—5—ﬁ77)
1 1
Ly, = 5(1-1—5—%77)
_
L, = \/§

E.7.2 Edge basis

E.7.3 Bubble basis

N7(7(L)()j,7z) = L1L2L3P1(L2 - Ll)jpl (2L3 — 1)”

wherej,n=0,...,i—3,j+n=i—3,i=3,...,p
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A
¢
Vg : . U7
: |
v : U
A | ;A
: ]
-------- L e .---.->
: 3
vy U3
P 2
U1 >U2

Figure E.6: Brick element

E.8 Brick
E.8.1 Nodal basis

Nio= =90 -n1-¢)

Ny = S14O1-m-Q)
Ny = g0+O1+n1-0)
Ni o= g1-90+n1-¢)
Ny = L1-91-m+Q)
Ne = S(0+01-n(+0)
Ne = S0+O1+n+Q)
Ny = S1-91+m+Q)

CSC - IT Center for Science [@)sv-nD |



E. Higher-order finite elements 113
E.8.2 Edge basis
M= a0 -0 -0
NE = Zoim)( 4610
= 1000+ -Q)
M= e -90-0)
Y= 1600 -90 )
2= a0 o0 )
NEL = 2600490 +n)
NS = 2600 -9 +n)
NS = 2o -m+0)
NS = 2im (4640
NS = 2o +m+0)
NS = 2o -6+
E.8.3 Face basis
NOES = (1~ )6i(€)65(0)
NOESD = (1= 06:(€)05 )
NS = 20— O0u(m)as ()
NS = 2 (14 )6i(€)65()
NSEST = 214 Q0u()6;(n)
NEST = 214 i) ()
wherei,j =2,3,....p—2,i+j=4,5,....p
E.8.4 Bubble basis
Nisk = G1(E)05 (M 6r(Q)
wherei, j,k=2,3,....p—4,i+j+ k=67, ....p
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------ =
Figure E.7: Tetrahedral elements of types 1 and 2
E.9 Tetrahedron
E.9.1 Nodal basis
1 1 1
Li = -(1-¢6—-—=n——
1 1 1
Ly = -(1+&6——=n——=
V3 1
Ly = -—(n—-—
3
Ly = gC
E.9.2 Edge basis
Type 1
Nl(ilz) = Lng(,OZ‘(LQ—Ll), 222,...,]9
Nl(ilg) = L1L3(,OZ‘(L3—L1), 222,...,]9
Nl(ifl) = L1L4(,OZ‘(L4—L1), 222,...,]9
Nl(zlg) = L2L3(,OZ‘(L3 —Lg), 7 :2,...,]9
Nl(zfl) = L2L4(,OZ‘(L4—L2), 7 :2,...,]9
Nl(if) = L3L4(,OZ‘(L4 —Lg), 1=2,...,p
Type 2
Nﬁ’f) = L3Llopi(Ly —L3), i =2,...,p
Edgeq(1,2),(1, 3),(1,4),(2,4) ja (3,4) according to type 1.
E.9.3 Face basis
Type 1
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NP = LiLsLyPi(Ly — L1)P;(2Ls — 1)
S(if)) = L1LaLyPi(Ly — L1)Pj(2L4 — 1)
i) = LiLaLsPi(Ls — L1)P;(2Ls — 1)
S&if)) = LyL3LaPi(Ls — L) P;(2L4 — 1)
Type 2
(82 Ly LyPy(Ls — L1)Py(2Ls — 1)
i) = LsLaLaPy(Lz — Lg)P;(2Ly — 1)

wherei, j =0,1,2,...,p—3,i+j=0,1,...,p—3. Faceq1, 2,4) and(1, 3,4) defined according to type
1.

E.9.4 Bubble basis

N o = LiLaLsLaPy(Ly — Ly)P;(2Ls — 1) Pu(2Ly — 1)

wherei,j,k=0,1,...,p—4,i+j+k=0,1,...,p—4

E.10 Pyramid

Figure E.8: Pyramidal element
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E.10.1 Nodal basis
1—t)—c¢
To(c,t) = %
a2
1— L)+
Ti(c,t) = %
a2
B ¢
P = TO(&;C)TO("%C)(:[_E)
P - ﬂ@onmo<—§§
P - ﬂ@@ﬂmo<—§§
P = %@Oﬂmou—§§
P = %Q
E.10.2 Edge basis
PED = Pi(&,n,OPa(En, O)pil€)
PP = Py(€,n,OPs(E,n, Qi)
P = Pye,n, OPiE . Qwil€)
PEY = P&, OPE m, Opiln)
PP = PenOPsEn Ol + 1+ o)
PEP = RAenOPEn Opl—5 + 5 +5)
PEP = R(emOPsEn Opl—5 — 5+ =)
PR = PenOPEn OnlG — 3+ o)
E.10.3 Face basis
Square face
PUZSY = Pi(E,n, O Ps(&m Q)i (€)p; (n)
wherei,j =2,...,p—2,i+j=4,...,p
Triangular faces
02D = P& OPE M QP (&, O P (Pa(&,1,C) — P&, Q) Py (2Ps (€,1,C) — 1)
PSS = Pa(€m, Q)P (&, Q) P (€, QP (Pa(€,m, ) — Pal&,m, Q) Py (2P5(€,1,€) — 1)
PEAS = Py(€m, QP& Q) P (&, m, QP (Pa(€,m, ) — Pa(&,m, Q) P (2Ps(€,1,¢) — 1)
PUE = P& O PLE N, Q)P (€, QP (Py(€,m, C) — Pal&,m, Q) P (2Ps(€,1,C) — 1)
CSC - IT Center for Science [@)ev-no |



E. Higher-order finite elements 117

wherei,j =0,...,p—3,i+j=0,...,p — 3 andFP;, P; Legendre polynomials.

E.10.4 Bubble basis

£ o <
1_%)PJ(1_%)PI€(\/§)

Pr(r?()i“]’,k) = Pl (57 7, C)P?) (57 , C)PS (57 7, C)PZ(

wherei, j,k=0,...,p—4,i+j+k=0....,p—4andF;, P;, P, Legendre polynomials

E.11 Wedge

Figure E.9: Wedge element

E.11.1 Nodal basis

1 1
L= 50 _ﬁn)
L, = ‘g 1
2 5( +§_\/§77)

3
Ly = %n
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1
H, = §L1(1 - )
1
Hy = §L2(1 - )
1
H; = §L3(1 - O
1
Hy = $Li(1+¢)
1
Hy; = §L2(1 + g)
1
Hg = §L3(1 + g)
E.11.2 Edge basis
g2 = Lo, - moa
i—1 = 5 1 2%‘( 2 — 1)( —C)
1
Y = gL2Lspi(Ls — L2)(1 =€)
1
HEY = §L3L1<Pz‘(L1 —L3)(1 =)
1
YY) = g LaLswi(Ls = La)(1 +C)
1
HEY = s Lslepi(le = Ls)(1+ ()
1
Y = g Lelapi(la = Le)(1+ ()
Hi(}f) = Li¢i(Q)
HZ(EIS) = L2¢i(Q)
HEY = Lyi(©)
E.11.3 Face basis
Triangular faces
1
HOZD = (1= OPi(L2 = L)P;(2Ls — )i LaLy
1
S{i}? 51+ QFi(Le = L1)Pj(2Ls — 1) L1 LaLs
wherei,j =0,1,...,p—3,i+j =0,1,...,p— 3 andP;, P; Legendre polynomials.
Square faces
e = pi(La — L1)éi(Q) L La
7(7?(7?,}'6)75) = ¢i(Ls — L2);(¢)LaLs
GO = Gu(Ly — La)d(OLsLs
wherei,j =2,...,p—2,i+j=4,...,p.
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E.11.4 Bubble basis
Y = k() L1LaLaPy(Ly — Ly)P;(2Ls — 1)
wherei,j =0,...,p—5,k=2,....p—3,i+j+k=2,...,p—3.
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